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**Topic 1**

Basic definitions of C/C++ programming language.

C is a general-purpose, procedural, imperative computer programming language developed in 1972 by Dennis M. Ritchie at the Bell Telephone Laboratories to develop the UNIX operating system. C is the most widely used computer language. It keeps fluctuating at number one scale of popularity along with Java programming language, which is also equally popular and most widely used among modern software programmers.

Local Environment Setup

If you want to set up your environment for C programming language, you need the following two software tools available on your computer, (a) Text Editor and (b) The C Compiler.

Text Editor

This will be used to type your program. Examples of few a editors include Windows Notepad, OS Edit command, Brief, Epsilon, EMACS, and vim or vi.

The name and version of text editors can vary on different operating systems. For example, Notepad will be used on Windows, and vim or vi can be used on windows as well as on Linux or UNIX.

The files you create with your editor are called the source files and they contain the program source codes. The source files for C programs are typically named with the extension "**.c**".

Before starting your programming, make sure you have one text editor in place and you have enough experience to write a computer program, save it in a file, compile it and finally execute it.

The C Compiler

The source code written in source file is the human readable source for your program. It needs to be "compiled", into machine language so that your CPU can actually execute the program as per the instructions given.

The compiler compiles the source codes into final executable programs. The most frequently used and free available compiler is the GNU C/C++ compiler, otherwise you can have compilers either from HP or Solaris if you have the respective operating systems.

The following section explains how to install GNU C/C++ compiler on various OS. We keep mentioning C/C++ together because GNU gcc compiler works for both C and C++ programming languages.

Installation on UNIX/Linux

If you are using **Linux or UNIX**, then check whether GCC is installed on your system by entering the following command from the command line −

$ gcc -v

If you have GNU compiler installed on your machine, then it should print a message as follows −

Using built-in specs.

Target: i386-redhat-linux

Configured with: ../configure --prefix=/usr .......

Thread model: posix

gcc version 4.1.2 20080704 (Red Hat 4.1.2-46)

If GCC is not installed, then you will have to install it yourself using the detailed instructions available at <https://gcc.gnu.org/install/>

This tutorial has been written based on Linux and all the given examples have been compiled on the Cent OS flavor of the Linux system.

Installation on Mac OS

If you use Mac OS X, the easiest way to obtain GCC is to download the Xcode development environment from Apple's web site and follow the simple installation instructions. Once you have Xcode setup, you will be able to use GNU compiler for C/C++.

Xcode is currently available at [developer.apple.com/technologies/tools/](https://developer.apple.com/technologies/tools/).

Installation on Windows

To install GCC on Windows, you need to install MinGW. To install MinGW, go to the MinGW homepage, [www.mingw.org](http://www.mingw.org/), and follow the link to the MinGW download page. Download the latest version of the MinGW installation program, which should be named MinGW-<version>.exe.

While installing Min GW, at a minimum, you must install gcc-core, gcc-g++, binutils, and the MinGW runtime, but you may wish to install more.

Add the bin subdirectory of your MinGW installation to your **PATH** environment variable, so that you can specify these tools on the command line by their simple names.

After the installation is complete, you will be able to run gcc, g++, ar, ranlib, dlltool, and several other GNU tools from the Windows command line.

Hello World Example

A C program basically consists of the following parts −

* Preprocessor Commands
* Functions
* Variables
* Statements & Expressions
* Comments

Let us look at a simple code that would print the words "Hello World" −

[Live Demo](http://tpcg.io/3Ty4QP)

#include <stdio.h>

int main() {

/\* my first program in C \*/

printf("Hello, World! \n");

return 0;

}

Let us take a look at the various parts of the above program −

* The first line of the program *#include <stdio.h>* is a preprocessor command, which tells a C compiler to include stdio.h file before going to actual compilation.
* The next line *int main()* is the main function where the program execution begins.
* The next line /\*...\*/ will be ignored by the compiler and it has been put to add additional comments in the program. So such lines are called comments in the program.
* The next line *printf(...)* is another function available in C which causes the message "Hello, World!" to be displayed on the screen.
* The next line **return 0;** terminates the main() function and returns the value 0.

Compile and Execute C Program

Let us see how to save the source code in a file, and how to compile and run it. Following are the simple steps −

* Open a text editor and add the above-mentioned code.
* Save the file as *hello.c*
* Open a command prompt and go to the directory where you have saved the file.
* Type *gcc hello.c* and press enter to compile your code.
* If there are no errors in your code, the command prompt will take you to the next line and would generate *a.out*executable file.
* Now, type *a.out* to execute your program.
* You will see the output *"Hello World"* printed on the screen.

$ gcc hello.c

$ ./a.out

Hello, World!

Make sure the gcc compiler is in your path and that you are running it in the directory containing the source file hello.c.

You have seen the basic structure of a C program, so it will be easy to understand other basic building blocks of the C programming language.

Tokens in C

A C program consists of various tokens and a token is either a keyword, an identifier, a constant, a string literal, or a symbol. For example, the following C statement consists of five tokens −

printf("Hello, World! \n");

The individual tokens are −

printf

(

"Hello, World! \n"

)

;

Semicolons

In a C program, the semicolon is a statement terminator. That is, each individual statement must be ended with a semicolon. It indicates the end of one logical entity.

Given below are two different statements −

printf("Hello, World! \n");

return 0;

Comments

Comments are like helping text in your C program and they are ignored by the compiler. They start with /\* and terminate with the characters \*/ as shown below −

/\* my first program in C \*/

You cannot have comments within comments and they do not occur within a string or character literals.

Identifiers

A C identifier is a name used to identify a variable, function, or any other user-defined item. An identifier starts with a letter A to Z, a to z, or an underscore '\_' followed by zero or more letters, underscores, and digits (0 to 9).

C does not allow punctuation characters such as @, $, and % within identifiers. C is a **case-sensitive** programming language. Thus, *Manpower* and *manpower* are two different identifiers in C. Here are some examples of acceptable identifiers −

mohd zara abc move\_name a\_123

myname50 \_temp j a23b9 retVal

Keywords

The following list shows the reserved words in C. These reserved words may not be used as constants or variables or any other identifier names.

|  |  |  |  |
| --- | --- | --- | --- |
| auto | else | long | switch |
| break | enum | register | typedef |
| case | extern | return | union |
| char | float | short | unsigned |
| const | for | signed | void |
| continue | goto | sizeof | volatile |
| default | if | static | while |
| do | int | struct | \_Packed |
| double |  |  |  |

Whitespace in C

A line containing only whitespace, possibly with a comment, is known as a blank line, and a C compiler totally ignores it.

Whitespace is the term used in C to describe blanks, tabs, newline characters and comments. Whitespace separates one part of a statement from another and enables the compiler to identify where one element in a statement, such as int, ends and the next element begins. Therefore, in the following statement −

int age;

there must be at least one whitespace character (usually a space) between int and age for the compiler to be able to distinguish them. On the other hand, in the following statement −

fruit = apples + oranges; // get the total fruit

no whitespace characters are necessary between fruit and =, or between = and apples, although you are free to include some if you wish to increase readability.

**Topic №5 ,6.**

An operator is a symbol that tells the compiler to perform specific mathematical or logical functions. C language is rich in built-in operators and provides the following types of operators −

* Arithmetic Operators
* Relational Operators
* Logical Operators
* Bitwise Operators
* Assignment Operators
* Misc Operators

We will, in this chapter, look into the way each operator works.

Arithmetic Operators

The following table shows all the arithmetic operators supported by the C language. Assume variable **A** holds 10 and variable **B**holds 20 then −

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_arithmetic_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two operands. | A + B = 30 |
| − | Subtracts second operand from the first. | A − B = -10 |
| \* | Multiplies both operands. | A \* B = 200 |
| / | Divides numerator by de-numerator. | B / A = 2 |
| % | Modulus Operator and remainder of after an integer division. | B % A = 0 |
| ++ | Increment operator increases the integer value by one. | A++ = 11 |
| -- | Decrement operator decreases the integer value by one. | A-- = 9 |

Relational Operators

The following table shows all the relational operators supported by C. Assume variable **A** holds 10 and variable **B** holds 20 then −

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_relational_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not. If yes, then the condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not. If the values are not equal, then the condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand. If yes, then the condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand. If yes, then the condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand. If yes, then the condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand. If yes, then the condition becomes true. | (A <= B) is true. |

Logical Operators

Following table shows all the logical operators supported by C language. Assume variable **A** holds 1 and variable **B** holds 0, then −

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_logical_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then the condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands is non-zero, then the condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. It is used to reverse the logical state of its operand. If a condition is true, then Logical NOT operator will make it false. | !(A && B) is true. |

Bitwise Operators

Bitwise operator works on bits and perform bit-by-bit operation. The truth tables for &, |, and ^ is as follows −

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **p** | **q** | **p & q** | **p | q** | **p ^ q** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 | 1 |

Assume A = 60 and B = 13 in binary format, they will be as follows −

A = 0011 1100

B = 0000 1101

-----------------

A&B = 0000 1100

A|B = 0011 1101

A^B = 0011 0001

~A = 1100 0011

The following table lists the bitwise operators supported by C. Assume variable 'A' holds 60 and variable 'B' holds 13, then −

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_bitwise_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) = 12, i.e., 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) = 61, i.e., 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) = 49, i.e., 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) = -60, i.e,. 1100 0100 in 2's complement form. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | A << 2 = 240 i.e., 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 = 15 i.e., 0000 1111 |

Assignment Operators

The following table lists the assignment operators supported by the C language −

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_assignment_operators.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator. Assigns values from right side operands to left side operand | C = A + B will assign the value of A + B to C |
| += | Add AND assignment operator. It adds the right operand to the left operand and assign the result to the left operand. | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator. It subtracts the right operand from the left operand and assigns the result to the left operand. | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator. It multiplies the right operand with the left operand and assigns the result to the left operand. | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator. It divides the left operand with the right operand and assigns the result to the left operand. | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator. It takes modulus using two operands and assigns the result to the left operand. | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator. | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator. | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator. | C &= 2 is same as C = C & 2 |
| ^= | Bitwise exclusive OR and assignment operator. | C ^= 2 is same as C = C ^ 2 |
| |= | Bitwise inclusive OR and assignment operator. | C |= 2 is same as C = C | 2 |

Misc Operators ↦ sizeof & ternary

Besides the operators discussed above, there are a few other important operators including **sizeof** and **? :** supported by the C Language.

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_sizeof_operator.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| sizeof() | Returns the size of a variable. | sizeof(a), where a is integer, will return 4. |
| & | Returns the address of a variable. | &a; returns the actual address of the variable. |
| \* | Pointer to a variable. | \*a; |
| ? : | Conditional Expression. | If Condition is true ? then value X : otherwise value Y |

Operators Precedence in C

Operator precedence determines the grouping of terms in an expression and decides how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has a higher precedence than the addition operator.

For example, x = 7 + 3 \* 2; here, x is assigned 13, not 20 because operator \* has a higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

[Show Examples](https://www.tutorialspoint.com/cprogramming/c_operators_precedence.htm)

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] -> . ++ - - | Left to right |
| Unary | + - ! ~ ++ - - (type)\* & sizeof | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | << >> | Left to right |
| Relational | < <= > >= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %=>>= <<= &= ^= |= | Right to left |
| Comma | , | Left to right |

**C - Decision Making**

Decision making structures require that the programmer specifies one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Show below is the general form of a typical decision making structure found in most of the programming languages −
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C programming language assumes any **non-zero** and **non-null**values as **true**, and if it is either **zero** or **null**, then it is assumed as **false** value.

C programming language provides the following types of decision making statements.

|  |  |
| --- | --- |
| **Sr.No.** | **Statement & Description** |
| 1 | [if statement](https://www.tutorialspoint.com/cprogramming/if_statement_in_c.htm)  An if statement consists of a boolean expression followed by one or more statements. |
| 2 | [**i**f...else statement](https://www.tutorialspoint.com/cprogramming/if_else_statement_in_c.htm)  An **if statement** can be followed by an optional else statement, which executes when the Boolean expression is false. |
| 3 | [nested if statements](https://www.tutorialspoint.com/cprogramming/nested_if_statements_in_c.htm)  You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |
| 4 | [switch statement](https://www.tutorialspoint.com/cprogramming/switch_statement_in_c.htm)  A **switch** statement allows a variable to be tested for equality against a list of values. |
| 5 | [nested switch statements](https://www.tutorialspoint.com/cprogramming/nested_switch_statements_in_c.htm)  You can use one **switch** statement inside another **switch** statement(s). |

## The ? : Operator

We have covered **conditional operator ? :** in the previous chapter which can be used to replace **if...else** statements. It has the following general form −

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

The value of a ? expression is determined like this −

* Exp1 is evaluated. If it is true, then Exp2 is evaluated and becomes the value of the entire ? expression.
* If Exp1 is false, then Exp3 is evaluated and its value becomes the value of the expression.

**IF statement**

An **if** statement consists of a Boolean expression followed by one or more statements.

## Syntax

The syntax of an 'if' statement in C programming language is −

if(boolean\_expression) {

/\* statement(s) will execute if the boolean expression is true \*/

}

If the Boolean expression evaluates to **true**, then the block of code inside the 'if' statement will be executed. If the Boolean expression evaluates to **false**, then the first set of code after the end of the 'if' statement (after the closing curly brace) will be executed.

C programming language assumes any **non-zero** and **non-null**values as **true** and if it is either **zero** or **null**, then it is assumed as **false** value.

## Flow Diagram
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## Example

[Live Demo](http://tpcg.io/iMjhoV)

#include <stdio.h>

int main () {

/\* local variable definition \*/

int a = 10;

/\* check the boolean condition using if statement \*/

if( a < 20 ) {

/\* if condition is true then print the following \*/

printf("a is less than 20\n" );

}

printf("value of a is : %d\n", a);

return 0;

}

When the above code is compiled and executed, it produces the following result −

a is less than 20;

value of a is : 10

# C - if...else statement

An **if** statement can be followed by an optional **else** statement, which executes when the Boolean expression is false.

## Syntax

The syntax of an **if...else** statement in C programming language is −

if(boolean\_expression) {

/\* statement(s) will execute if the boolean expression is true \*/

} else {

/\* statement(s) will execute if the boolean expression is false \*/

}

If the Boolean expression evaluates to **true**, then the **if block**will be executed, otherwise, the **else block** will be executed.

C programming language assumes any **non-zero** and **non-null**values as **true**, and if it is either **zero** or **null**, then it is assumed as **false** value.

## Flow Diagram
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## Example

[Live Demo](http://tpcg.io/iWQk4P)

#include <stdio.h>

int main () {

/\* local variable definition \*/

int a = 100;

/\* check the boolean condition \*/

if( a < 20 ) {

/\* if condition is true then print the following \*/

printf("a is less than 20\n" );

} else {

/\* if condition is false then print the following \*/

printf("a is not less than 20\n" );

}

printf("value of a is : %d\n", a);

return 0;

}

When the above code is compiled and executed, it produces the following result −

a is not less than 20;

value of a is : 100

## If...else if...else Statement

An **if** statement can be followed by an optional **else if...else**statement, which is very useful to test various conditions using single if...else if statement.

When using if...else if..else statements, there are few points to keep in mind −

* An if can have zero or one else's and it must come after any else if's.
* An if can have zero to many else if's and they must come before the else.
* Once an else if succeeds, none of the remaining else if's or else's will be tested.

### Syntax

The syntax of an **if...else if...else** statement in C programming language is −

if(boolean\_expression 1) {

/\* Executes when the boolean expression 1 is true \*/

} else if( boolean\_expression 2) {

/\* Executes when the boolean expression 2 is true \*/

} else if( boolean\_expression 3) {

/\* Executes when the boolean expression 3 is true \*/

} else {

/\* executes when the none of the above condition is true \*/

}

### Example

#include <stdio.h>

int main () {

/\* local variable definition \*/

int a = 100;

/\* check the boolean condition \*/

if( a == 10 ) {

/\* if condition is true then print the following \*/

printf("Value of a is 10\n" );

} else if( a == 20 ) {

/\* if else if condition is true \*/

printf("Value of a is 20\n" );

} else if( a == 30 ) {

/\* if else if condition is true \*/

printf("Value of a is 30\n" );

} else {

/\* if none of the conditions is true \*/

printf("None of the values is matching\n" );

}

printf("Exact value of a is: %d\n", a );

return 0;

}

When the above code is compiled and executed, it produces the following result −

None of the values is matching

Exact value of a is: 100

# C - switch statement

A **switch** statement allows a variable to be tested for equality against a list of values. Each value is called a case, and the variable being switched on is checked for each **switch case**.

## Syntax

The syntax for a **switch** statement in C programming language is as follows −

switch(expression) {

case constant-expression :

statement(s);

break; /\* optional \*/

case constant-expression :

statement(s);

break; /\* optional \*/

/\* you can have any number of case statements \*/

default : /\* Optional \*/

statement(s);

}

The following rules apply to a **switch** statement −

* The **expression** used in a **switch** statement must have an integral or enumerated type, or be of a class type in which the class has a single conversion function to an integral or enumerated type.
* You can have any number of case statements within a switch. Each case is followed by the value to be compared to and a colon.
* The **constant-expression** for a case must be the same data type as the variable in the switch, and it must be a constant or a literal.
* When the variable being switched on is equal to a case, the statements following that case will execute until a **break** statement is reached.
* When a **break** statement is reached, the switch terminates, and the flow of control jumps to the next line following the switch statement.
* Not every case needs to contain a **break**. If no **break**appears, the flow of control will *fall through* to subsequent cases until a break is reached.
* A **switch** statement can have an optional **default** case, which must appear at the end of the switch. The default case can be used for performing a task when none of the cases is true. No **break** is needed in the default case.

## Flow Diagram
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## Example

[Live Demo](http://tpcg.io/0KAp4U)

#include <stdio.h>

int main () {

/\* local variable definition \*/

char grade = 'B';

switch(grade) {

case 'A' :

printf("Excellent!\n" );

break;

case 'B' :

case 'C' :

printf("Well done\n" );

break;

case 'D' :

printf("You passed\n" );

break;

case 'F' :

printf("Better try again\n" );

break;

default :

printf("Invalid grade\n" );

}

printf("Your grade is %c\n", grade );

return 0;

}

When the above code is compiled and executed, it produces the following result −

Well done

Your grade is B

You may encounter situations, when a block of code needs to be executed several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times. Given below is the general form of a loop statement in most of the programming languages −
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C programming language provides the following types of loops to handle looping requirements.

|  |  |
| --- | --- |
| Sr.No. | **Loop Type & Description** |
| 1 | [**while loop**](https://www.tutorialspoint.com/cprogramming/c_while_loop.htm)  Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| **2** | [**for loop**](https://www.tutorialspoint.com/cprogramming/c_for_loop.htm)  Executes a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| **3** | [do...while loop](https://www.tutorialspoint.com/cprogramming/c_do_while_loop.htm)  It is more like a while statement, except that it tests the condition at the end of the loop body. |
| 4 | [nested loops](https://www.tutorialspoint.com/cprogramming/c_nested_loops.htm)  You can use one or more loops inside any other while, for, or do..while loop. |

Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

C supports the following control statements.

|  |  |
| --- | --- |
| **Sr.No.** | **Control Statement & Description** |
| 1 | [break statement](https://www.tutorialspoint.com/cprogramming/c_break_statement.htm)  Terminates the loop or switch statement and transfers execution to the statement immediately following the loop or switch. |
| 2 | [continue statement](https://www.tutorialspoint.com/cprogramming/c_continue_statement.htm)  Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |
| 3 | [goto statement](https://www.tutorialspoint.com/cprogramming/c_goto_statement.htm)  Transfers control to the labeled statement. |

The Infinite Loop

A loop becomes an infinite loop if a condition never becomes false. The **for** loop is traditionally used for this purpose. Since none of the three expressions that form the 'for' loop are required, you can make an endless loop by leaving the conditional expression empty.

#include <stdio.h>

int main () {

for( ; ; ) {

printf("This loop will run forever.\n");

}

return 0;

}

When the conditional expression is absent, it is assumed to be true. You may have an initialization and increment expression, but C programmers more commonly use the for(;;) construct to signify an infinite loop.

**NOTE** − You can terminate an infinite loop by pressing Ctrl + C keys.

A **while** loop in C programming repeatedly executes a target statement as long as a given condition is true.

Syntax

The syntax of a **while** loop in C programming language is −

while(condition) {

statement(s);

}

Here, **statement(s)** may be a single statement or a block of statements. The **condition** may be any expression, and true is any nonzero value. The loop iterates while the condition is true.

When the condition becomes false, the program control passes to the line immediately following the loop.

Flow Diagram
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Here, the key point to note is that a while loop might not execute at all. When the condition is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

Example

[Live Demo](http://tpcg.io/p4bawJ)

#include <stdio.h>

int main () {

/\* local variable definition \*/

int a = 10;

/\* while loop execution \*/

while( a < 20 ) {

printf("value of a: %d\n", a);

a++;

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

value of a: 10

value of a: 11

value of a: 12

value of a: 13

value of a: 14

value of a: 15

value of a: 16

value of a: 17

value of a: 18

value of a: 19

A **for** loop is a repetition control structure that allows you to efficiently write a loop that needs to execute a specific number of times.

Syntax

The syntax of a **for** loop in C programming language is −

for ( init; condition; increment ) {

statement(s);

}

Here is the flow of control in a 'for' loop −

* The **init** step is executed first, and only once. This step allows you to declare and initialize any loop control variables. You are not required to put a statement here, as long as a semicolon appears.
* Next, the **condition** is evaluated. If it is true, the body of the loop is executed. If it is false, the body of the loop does not execute and the flow of control jumps to the next statement just after the 'for' loop.
* After the body of the 'for' loop executes, the flow of control jumps back up to the **increment** statement. This statement allows you to update any loop control variables. This statement can be left blank, as long as a semicolon appears after the condition.
* The condition is now evaluated again. If it is true, the loop executes and the process repeats itself (body of loop, then increment step, and then again condition). After the condition becomes false, the 'for' loop terminates.

Flow Diagram
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Example

[Live Demo](http://tpcg.io/Li6I3H)

#include <stdio.h>

int main () {

int a;

/\* for loop execution \*/

for( a = 10; a < 20; a = a + 1 ){

printf("value of a: %d\n", a);

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

value of a: 10

value of a: 11

value of a: 12

value of a: 13

value of a: 14

value of a: 15

value of a: 16

value of a: 17

value of a: 18

value of a: 19

Unlike **for** and **while** loops, which test the loop condition at the top of the loop, the **do...while** loop in C programming checks its condition at the bottom of the loop.

A **do...while** loop is similar to a while loop, except the fact that it is guaranteed to execute at least one time.

Syntax

The syntax of a **do...while** loop in C programming language is −

do {

statement(s);

} while( condition );

Notice that the conditional expression appears at the end of the loop, so the statement(s) in the loop executes once before the condition is tested.

If the condition is true, the flow of control jumps back up to do, and the statement(s) in the loop executes again. This process repeats until the given condition becomes false.

Flow Diagram
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Example

[Live Demo](http://tpcg.io/pVAh6H)

#include <stdio.h>

int main () {

/\* local variable definition \*/

int a = 10;

/\* do loop execution \*/

do {

printf("value of a: %d\n", a);

a = a + 1;

}while( a < 20 );

return 0;

}

When the above code is compiled and executed, it produces the following result −

value of a: 10

value of a: 11

value of a: 12

value of a: 13

value of a: 14

value of a: 15

value of a: 16

value of a: 17

value of a: 18

value of a: 19

**TOPIC 2**

**Pointers.**

Addresses, & operator, ***%p*** format. Introducton to pointers. Pointers and arrays. Pointer arithmetic.

C/C++ **memory management.**

**Pointers**

Every variable is a memory location and every memory location has its address defined which can be accessed using ***ampersand*** (&) operator which denotes ***an address*** in memory. Consider the following code that prints the address of the integer variables:

#include <stdio.h>

int i, j, k, l;

int main(void)

{

printf("%p %p %p %p\n",&i,&j,&k,&l);

return 0;

}

The following code prints the address of the char variables:

#include <stdio.h>

char i, j, k, l;

int main(void)

{

printf("%p %p %p %p\n",&i,&j,&k,&l);

return 0;

}

A ***pointer*** is a variable whose value is *memory address* (or the *address* of another variable). Pointers give you the ability to work directly and efficiently with computer memory. Like any variable or constant, you must declare a pointer before you can work with it. The general form of a pointer variable declaration is:

type \*var-name;

Here, ***type*** is the pointer's base type; it must be a valid C++ type and ***var-name*** is the name of the pointer variable. The asterisk you used to declare a pointer is the same asterisk that you use for multiplication. However, in this statement the asterisk is being used to designate a variable as a pointer. Following are the valid pointer declaration:

int \*i, \*j;

double \*x, \*y;

The actual data type of the value of all pointers, whether integer, float, character, or otherwise, is the same, a long hexadecimal number that represents ***a memory address***. The *size* of any memory address is usually 4 bytes because it has the form XXXX:XXXX. The only difference between pointers of different data types is the data type of the variable or constant that the pointer points to.

The *size* of any pointer is usually 4 bytes:

#include <stdio.h>

int \*i, \*j;

double \*x, \*y;

int main(void)

{

printf("%d %d\n",sizeof(i),sizeof(j));

printf("%d %d\n",sizeof(x),sizeof(y));

return 0;

}

#include <stdio.h>

int i, j, k, l;

int \*p;

int main(void)

{

i = 11; j = 22; k = 33; l = 44;

printf("%p %p %p %p\n",&i,&j,&k,&l);

p = &j;

printf("%p %p %d\n",&p,p,\*p);

return 0;

}

**Using Pointers**

There are few important operations, which we will do with the pointers:

* ***Define*** a pointer variables
* ***Assign*** the address of a variable to a pointer
* ***Access*** the value at the address available in the pointer variable. This is done by using unary operator \* that returns the value of the variable located at the address specified by its operand.

Just as you dereference an iterator to access the object to which it refers, you dereference a pointer to access the object to which it points. You accomplish the dereferencing the same way – with \* , the ***dereference operator***.

#include <stdio.h>

int i;

int \*ptr;

int main(void)

{

i = 11; // Assign a variable

printf("The address of the variable i is: %p\n",&i);

printf("ptr is a NULL pointer: %p\n",ptr);

ptr = &i; // store address of i in pointer variable ptr

printf("The address stored in ptr variable is: %p\n",ptr);

printf("i = %d, value of \*ptr = %d\n",i,\*ptr);

printf("The address where the pointer is located: %p\n",&ptr);

return 0;

}

Tricky program “Catch an Address of a variable”.

#include <stdio.h>

int i = 1234;

int \*ptr;

int main(void)

{

printf("%p\n",&i);

ptr = (int \*)0x00405000; // put there the address of variable i

printf("%p %d\n",ptr,\*ptr); // so that \*ptr = i

return 0;

}

**Reassigning Pointers**

Pointers can point to different objects at different times during the life of a program. *Reassigning* a pointer works like reassigning any other variable.

#include <stdio.h>

int i = 1234, j = 5678;

int \*ptr;

int main(void)

{

printf("i = %d, j = %d\n",i,j);

printf("&i = %p, &j = %p\n",&i,&j);

ptr = &i; printf("ptr = %p, \*ptr = %d\n",ptr,\*ptr);

ptr = &j; printf("ptr = %p, \*ptr = %d\n",ptr,\*ptr);

return 0;

}

**Using Pointers to Objects**

The previous program has worked only with values of a built-in type *int*. But you can use pointers with objects just as easily. You can access an object through a pointer using the dereference operator.

You can call the *member functions* of an object through a pointer the same way you can call the member functions of an object through an iterator. One way to do this is by using the dereference operator and the member access operator.

Just as with iterators, you can use the -> operator with pointers for a more readable way to access object members.

#include <cstdio>

#include <vector>

using namespace std;

vector<int> v(10000);

vector<int> \*ptr;

int main(void)

{

ptr = &v;

printf("%d\n",(\*ptr).size());

printf("%d\n",ptr->size());

return 0;

}

The code (\*ptr).size() says “Take the result of dereferencing *ptr* and call that object’s size() member function”.

**NULL Pointer**

It is always a good practice to assign the pointer NULL to a pointer variable in case you do not have exact address to be assigned. This is done at the time of variable declaration. A pointer that is assigned NULL is called a ***null pointer***.

The NULL pointer is a ***constant*** with a value of zero defined in several standard libraries. Consider the following program:

#include <stdio.h>

int \*ptr = NULL;

int main(void)

{

printf("ptr is a NULL pointer: %p\n",ptr);

printf("The address where the pointer is located: %p\n",&ptr);

return 0;

}

On most of the operating systems, programs are not permitted to access memory at address 0 because that memory is reserved by the operating system. However, the memory address 0 has special significance; it signals that the pointer is not intended to point to an accessible memory location. But by convention, if a pointer contains the null (zero) value, it is assumed to ***point to nothing***.

**Pointer Arithmetic**

Pointer is an address which is a numeric value; therefore, you can perform arithmetic operations on a pointer just as you can a numeric value. There are four arithmetic operators that can be used on pointers: ++, --, +, and -.

To understand pointer arithmetic, let us consider that *ptr* is an integer pointer which points to the address 0041:717C. Assuming 32-bit integers, let us perform the following arithmatic operation on the pointer:

ptr++;

The *ptr* will point to the location 0041:7180 because each time *ptr* is incremented, it will point to the next integer. This operation will move the pointer to next memory location without impacting actual value at the memory location.

#include <stdio.h>

int i, j, k, l;

int \*ptr = &k;

int main(void)

{

i = 11; j = 22; k = 33; l = 44;

printf("%d\n",\*ptr++); // 33

printf("%d\n",\*ptr++); // 22

printf("%d\n",\*ptr++); // 11

printf("%d\n",\*ptr++); // 44

return 0;

}

If *ptr* points to a character whose address is 0041:7178, then the operation *ptr*++ will point to the location 0041:7179 because next character will be available at 0041:7179.

#include <stdio.h>

char i, j, k, l;

char \*ptr = &k;

int main(void)

{

printf("%p %p %p %p\n",&i,&j,&k,&l);

i = 'A'; j = 'B'; k = 'C'; l = 'D';

printf("%c\n",\*ptr++); // C

printf("%c\n",\*ptr++); // B

printf("%c\n",\*ptr++); // A

printf("%c\n",\*ptr++); // D

return 0;

}

**Pointers and arrays**

The ***name of the array*** always points to the first element of an array. Address of first element of an array m is &m[0]. Hence, &m[0] is equivalent to m.
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Also, &m[*i*] is equivalent to m + *i*:
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#include <stdio.h>

int m[5] = {1,2,3,4,5};

int main(void)

{

printf("%p %p\n",m,&m[0]);

printf("%p %p\n",m+2,&m[2]);

return 0;

}

Value in address &m[0] is m[0] and value in address m is \*m. Hence, m[0] is equivalent to \*m.

![](data:image/x-emf;base64,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)

Also, m[*i*] is equivalent to \*(m + *i*):
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#include <stdio.h>

int m[5] = {1,2,3,4,5};

int main(void)

{

for(int i = 0; i < 5; i++)

printf("%d %d\n",m[i],\*(m+i));

return 0;

}

You can use pointer to access the data in array. Print all elements of array in different ways:

#include <stdio.h>

int m[5] = {1,2,3,4,5};

int \*ptr = m, i;

int main(void)

{

for(i = 0; i < 5; i++)

printf("%d %d %d\n",\*ptr++,\*(m+i),m[i]);

return 0;

}

**Dynamic Memory Allocation for Objects**

Allocate memory for integers.

#include <stdio.h>

int \*p, \*q;

int main(void)

{

p = new int(22);

q = new int; // memory allocated, but nothing assigned, garbage is here

printf("%d %d\n",\*p,\*q);

\*q = 55;

printf("%d %d\n",\*p,\*q);

delete p;

delete q;

return 0;

}

Allocate memory for array of integers.

#include <stdio.h>

int \*p;

int main(void)

{

p = new int[10];

for(int i = 0; i < 10; i++)

p[i] = i\*i;

for(int i = 0; i < 10; i++)

printf("%d ",p[i]);

printf("\n");

delete[] p;

return 0;

}

Objects are no different from simple data types. For example, consider the following code where we are going to use an array of objects to clarify the concept:

#include <stdio.h>

class Point

{

public:

Point()

{

printf("Point Constructor\n");

}

~Point()

{

printf("Point Destructor\n");

}

};

int main(void)

{

Point p;

return 0;

}

Define a pointer to the class:

#include <stdio.h>

class Point

{

public:

Point()

{

printf("Point Constructor\n");

}

~Point()

{

printf("Point Destructor\n");

}

};

int main(void)

{

Point \*p = new Point;

delete p;

return 0;

}

If you were to allocate an array of Point objects, the constructor would be called this number of times and similarly while deleting these objects, destructor will also be called same number of times:

#include <stdio.h>

class Point

{

public:

Point()

{

printf("Point Constructor\n");

}

~Point()

{

printf("Point Destructor\n");

}

};

int main(void)

{

Point \*p = new Point[5];

// delete p; // wrong, p points to array!

delete[] p;

return 0;

}

**TOPIC 3**

**Function.**

**Functions,** function **declaration.**

**Scope rules. local** variables. **global** variables.

**formal**  parameters.Ways to pass arguments in functions: pass by value and pass by reference.

A function is a group of statements that together perform a task. Every C program has at least one function, which is **main()**, and all the most trivial programs can define additional functions.

You can divide up your code into separate functions. How you divide up your code among different functions is up to you, but logically the division is such that each function performs a specific task.

A function **declaration** tells the compiler about a function's name, return type, and parameters. A function **definition**provides the actual body of the function.

The C standard library provides numerous built-in functions that your program can call. For example, **strcat()** to concatenate two strings, **memcpy()** to copy one memory location to another location, and many more functions.

A function can also be referred as a method or a sub-routine or a procedure, etc.

## Defining a Function

The general form of a function definition in C programming language is as follows −

return\_type function\_name( parameter list ) {

body of the function

}

A function definition in C programming consists of a *function header* and a *function body*. Here are all the parts of a function −

* **Return Type** − A function may return a value. The **return\_type** is the data type of the value the function returns. Some functions perform the desired operations without returning a value. In this case, the return\_type is the keyword **void**.
* **Function Name** − This is the actual name of the function. The function name and the parameter list together constitute the function signature.
* **Parameters** − A parameter is like a placeholder. When a function is invoked, you pass a value to the parameter. This value is referred to as actual parameter or argument. The parameter list refers to the type, order, and number of the parameters of a function. Parameters are optional; that is, a function may contain no parameters.
* **Function Body** − The function body contains a collection of statements that define what the function does.

## Example

Given below is the source code for a function called **max()**. This function takes two parameters num1 and num2 and returns the maximum value between the two −

/\* function returning the max between two numbers \*/

int max(int num1, int num2) {

/\* local variable declaration \*/

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

## Function Declarations

A function **declaration** tells the compiler about a function name and how to call the function. The actual body of the function can be defined separately.

A function declaration has the following parts −

return\_type function\_name( parameter list );

For the above defined function max(), the function declaration is as follows −

int max(int num1, int num2);

Parameter names are not important in function declaration only their type is required, so the following is also a valid declaration −

int max(int, int);

Function declaration is required when you define a function in one source file and you call that function in another file. In such case, you should declare the function at the top of the file calling the function.

## Calling a Function

While creating a C function, you give a definition of what the function has to do. To use a function, you will have to call that function to perform the defined task.

When a program calls a function, the program control is transferred to the called function. A called function performs a defined task and when its return statement is executed or when its function-ending closing brace is reached, it returns the program control back to the main program.

To call a function, you simply need to pass the required parameters along with the function name, and if the function returns a value, then you can store the returned value. For example −

[Live Demo](http://tpcg.io/T4MSFr)

#include <stdio.h>

/\* function declaration \*/

int max(int num1, int num2);

int main () {

/\* local variable definition \*/

int a = 100;

int b = 200;

int ret;

/\* calling a function to get max value \*/

ret = max(a, b);

printf( "Max value is : %d\n", ret );

return 0;

}

/\* function returning the max between two numbers \*/

int max(int num1, int num2) {

/\* local variable declaration \*/

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

We have kept max() along with main() and compiled the source code. While running the final executable, it would produce the following result −

Max value is : 200

## Function Arguments

If a function is to use arguments, it must declare variables that accept the values of the arguments. These variables are called the **formal parameters** of the function.

Formal parameters behave like other local variables inside the function and are created upon entry into the function and destroyed upon exit.

While calling a function, there are two ways in which arguments can be passed to a function −

|  |  |
| --- | --- |
| **Sr.No.** | **Call Type & Description** |
| 1 | [Call by value](https://www.tutorialspoint.com/cprogramming/c_function_call_by_value.htm)  This method copies the actual value of an argument into the formal parameter of the function. In this case, changes made to the parameter inside the function have no effect on the argument. |
| 2 | [Call by reference](https://www.tutorialspoint.com/cprogramming/c_function_call_by_reference.htm)  This method copies the address of an argument into the formal parameter. Inside the function, the address is used to access the actual argument used in the call. This means that changes made to the parameter affect the argument. |

By default, C uses **call by value** to pass arguments. In general, it means the code within a function cannot alter the arguments used to call the function.

FUNCTIONS

A ***function*** is a group of statements that together perform a task. Every C program has at least one function, which is **main**(), and all the most trivial programs can define additional functions.

You can divide up your code into separate functions. How you divide up your code among different functions is up to you, but logically the division is such that each function performs a specific task.

A function declaration tells the compiler about a function's name, return type, and parameters. A function definition provides the actual body of the function.

**Types of functions**

* ***Predefined standard library functions*** – such as **puts**(), **gets**(), **printf**(), **scanf**() etc – these are the functions which already have a definition in header files (.h files like stdio.h), so we just call them whenever there is a need to use them.
* ***User Defined functions*** – the functions which we can create by ourselves, for example we can create function **abc**() and call it in **main**() in order to use it.

**Defining a Function**

The general form of a function definition in C programming language is as follows:

return\_type function\_name( parameter list )

{

body of the function

}

A function definition in C programming consists of a function header and a function body. Here are all the parts of a function:

* **Return Type** − A function may return a value. The **return\_type** is the data type of the value the function returns. Some functions perform the desired operations without returning a value. In this case, the **return\_type** is the keyword **void**.
* **Function Name** − This is the actual name of the function. The function name and the parameter list together constitute the function signature.
* **Parameters** − A parameter is like a placeholder. When a function is invoked, you pass a value to the parameter. This value is referred to as actual parameter or argument. The parameter list refers to the type, order, and number of the parameters of a function. Parameters are optional; that is, a function may contain no parameters.
* **Function Body** − The function body contains a collection of statements that define what the function does.

**Example**

Given below is the source code for a function called **max**(). This function takes two parameters *a* and *b* and returns the maximum value between them.

int max(int a, int b)

{

if (a > b) return a;

return b;

}

Function **max()** can be written using ternary operator:

int max(int a, int b)

{

return (a > b) ? a : b;

}

Function **sqr()** returns square of a number.

int sqr(int n)

{

return n \* n;

}

**Calling a Function**

While creating a C function, you give a definition of what the function has to do. To use a function, you will have to call that function to perform the defined task.

When a program calls a function, the program control is transferred to the called function. A called function performs a defined task and when its return statement is executed or when its function-ending closing brace is reached, it returns the program control back to the main program.

To call a function, you simply need to pass the required parameters along with the function name, and if the function returns a value, then you can store the returned value. For example:

#include <stdio.h>

int max(int a, int b)

{

if (a > b) return a;

else return b;

}

int main(void)

{

int a = 111, b = 222;

int res = max(a,b);

printf("a = %d\n",a);

printf("b = %d\n",b);

printf("max(a,b) = %d\n",res);

return 0;

}

**Example**

Function f(*n*) returns the sum of digits for two digital number *n*.

#include <stdio.h>

int f(int n)

{

int a = n / 10; // number of tens

int b = n % 10; // number of units

return a + b;

}

int main(void)

{

printf("%d\n",f(34));

return 0;

}

**Function Arguments**

If a function is to use arguments, it must declare variables that accept the values of the arguments. These variables are called the ***formal parameters*** of the function.

Formal parameters behave like other local variables inside the function and are created upon entry into the function and destroyed upon exit.

While calling a function, there are two ways in which arguments can be passed to a function **Call by value** and **Call by reference**.

**Call by value**

This method copies the actual value of an argument into the formal parameter of the function. In this case, changes made to the parameter inside the function have no effect on the argument. ***Different memory*** is allocated for both actual and formal parameters.

* ***Actual parameter*** is the argument which is used in function call.
* ***Formal parameter*** is the argument which is used in function definition
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Function f has two formal parameters *a* and *b*. Inside the body of the function f we work with formal parameters, changing them.

#include <stdio.h>

void f(int a, int b)

{

a++; b = b + 2;

printf("%d %d\n",a,b); // 11 22

}

int main(void)

{

int a = 10, b = 20;

f(a,b);

printf("%d %d\n",a,b); // 10 20

return 0;

}

**Call by reference**

This method copies the address of an argument into the formal parameter. Inside the function, the address is used to access the actual argument used in the call. This means that changes made to the parameter affect the argument.

Functions allow to structure programs in segments of code to perform individual tasks.  
  
In C, a function is a group of statements that is given a name, and which can be called from some point of the program. The most common syntax to define a function is:  
  
type name ( parameter1, parameter2, ...) { statements }  
  
Where:  
- type is the type of the value returned by the function.  
- name is the identifier by which the function can be called.  
- parameters (as many as needed): Each parameter consists of a type followed by an identifier, with each parameter being separated from the next by a comma. Each parameter looks very much like a regular variable declaration (for example: int x), and in fact acts within the function as a regular variable which is local to the function. The purpose of parameters is to allow passing arguments to the function from the location where it is called from.  
- statements is the function's body. It is a block of statements surrounded by braces { } that specify what the function actually does.  
  
Let's have a look at an example:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 | // function example  #include <iostream>  using namespace std;  int addition (int a, int b)  {  int r;  r=a+b;  return r;  }  int main ()  {  int z;  z = addition (5,3);  cout << "The result is " << z;  } | The result is 8 | [Edit & Run](http://www.cplusplus.com/doc/tutorial/functions/) |

This program is divided in two functions: addition and main. Remember that no matter the order in which they are defined, a C++ program always starts by calling main. In fact, main is the only function called automatically, and the code in any other function is only executed if its function is called from main (directly or indirectly).  
  
In the example above, main begins by declaring the variable z of type int, and right after that, it performs the first function call: it calls addition. The call to a function follows a structure very similar to its declaration. In the example above, the call to addition can be compared to its definition just a few lines earlier:  
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The parameters in the function declaration have a clear correspondence to the arguments passed in the function call. The call passes two values, 5 and 3, to the function; these correspond to the parameters a and b, declared for function addition.  
  
At the point at which the function is called from within main, the control is passed to function addition: here, execution of main is stopped, and will only resume once the addition function ends. At the moment of the function call, the value of both arguments (5 and 3) are copied to the local variables int a and int b within the function.  
  
Then, inside addition, another local variable is declared (int r), and by means of the expression r=a+b, the result of aplus b is assigned to r; which, for this case, where a is 5 and b is 3, means that 8 is assigned to r.  
  
The final statement within the function:

|  |  |  |
| --- | --- | --- |
|  | return r; |  |

Ends function addition, and returns the control back to the point where the function was called; in this case: to function main. At this precise moment, the program resumes its course on main returning exactly at the same point at which it was interrupted by the call to addition. But additionally, because addition has a return type, the call is evaluated as having a value, and this value is the value specified in the return statement that ended addition: in this particular case, the value of the local variable r, which at the moment of the return statement had a value of 8.  
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Therefore, the call to addition is an expression with the value returned by the function, and in this case, that value, 8, is assigned to z. It is as if the entire function call (addition(5,3)) was replaced by the value it returns (i.e., 8).  
  
Then main simply prints this value by calling:

|  |  |  |
| --- | --- | --- |
|  | cout << "The result is " << z; |  |

A function can actually be called multiple times within a program, and its argument is naturally not limited just to literals:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 | // function example  #include <iostream>  using namespace std;  int subtraction (int a, int b)  {  int r;  r=a-b;  return r;  }  int main ()  {  int x=5, y=3, z;  z = subtraction (7,2);  cout << "The first result is " << z << '\n';  cout << "The second result is " << subtraction (7,2) << '\n';  cout << "The third result is " << subtraction (x,y) << '\n';  z= 4 + subtraction (x,y);  cout << "The fourth result is " << z << '\n';  } | The first result is 5  The second result is 5  The third result is 2  The fourth result is 6 | [Edit & Run](http://www.cplusplus.com/doc/tutorial/functions/) |

Similar to the addition function in the previous example, this example defines a subtract function, that simply returns the difference between its two parameters. This time, main calls this function several times, demonstrating more possible ways in which a function can be called.  
  
Let's examine each of these calls, bearing in mind that each function call is itself an expression that is evaluated as the value it returns. Again, you can think of it as if the function call was itself replaced by the returned value:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = subtraction (7,2);  cout << "The first result is " << z; |  |

If we replace the function call by the value it returns (i.e., 5), we would have:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = 5;  cout << "The first result is " << z; |  |

With the same procedure, we could interpret:

|  |  |  |
| --- | --- | --- |
|  | cout << "The second result is " << subtraction (7,2); |  |

as:

|  |  |  |
| --- | --- | --- |
|  | cout << "The second result is " << 5; |  |

since 5 is the value returned by subtraction (7,2).  
  
In the case of:

|  |  |  |
| --- | --- | --- |
|  | cout << "The third result is " << subtraction (x,y); |  |

The arguments passed to subtraction are variables instead of literals. That is also valid, and works fine. The function is called with the values x and y have at the moment of the call: 5 and 3 respectively, returning 2 as result.   
  
The fourth call is again similar:

|  |  |  |
| --- | --- | --- |
|  | z = 4 + subtraction (x,y); |  |

The only addition being that now the function call is also an operand of an addition operation. Again, the result is the same as if the function call was replaced by its result: 6. Note, that thanks to the commutative property of additions, the above can also be written as:

|  |  |  |
| --- | --- | --- |
|  | z = subtraction (x,y) + 4; |  |

With exactly the same result. Note also that the semicolon does not necessarily go after the function call, but, as always, at the end of the whole statement. Again, the logic behind may be easily seen again by replacing the function calls by their returned value:

|  |  |  |
| --- | --- | --- |
| 1 2 | z = 4 + 2; // same as z = 4 + subtraction (x,y);  z = 2 + 4; // same as z = subtraction (x,y) + 4; |  |

**Functions with no type. The use of void**

The syntax shown above for functions:  
  
type name ( argument1, argument2 ...) { statements }  
  
Requires the declaration to begin with a type. This is the type of the value returned by the function. But what if the function does not need to return a value? In this case, the type to be used is void, which is a special type to represent the absence of value. For example, a function that simply prints a message may not need to return any value:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 | // void function example  #include <iostream>  using namespace std;  void printmessage ()  {  cout << "I'm a function!";  }  int main ()  {  printmessage ();  } | I'm a function! | [Edit & Run](http://www.cplusplus.com/doc/tutorial/functions/) |

void can also be used in the function's parameter list to explicitly specify that the function takes no actual parameters when called. For example, printmessage could have been declared as:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | void printmessage (void)  {  cout << "I'm a function!";  } |  |

In C++, an empty parameter list can be used instead of void with same meaning, but the use of void in the argument list was popularized by the C language, where this is a requirement.  
  
Something that in no case is optional are the parentheses that follow the function name, neither in its declaration nor when calling it. And even when the function takes no parameters, at least an empty pair of parentheses shall always be appended to the function name. See how printmessage was called in an earlier example:

|  |  |  |
| --- | --- | --- |
|  | printmessage (); |  |

The parentheses are what differentiate functions from other kinds of declarations or statements. The following would not call the function:

|  |  |  |
| --- | --- | --- |
|  | printmessage; |  |

**The return value of main**

You may have noticed that the return type of main is int, but most examples in this and earlier chapters did not actually return any value from main.  
  
Well, there is a catch: If the execution of main ends normally without encountering a return statement the compiler assumes the function ends with an implicit return statement:

|  |  |  |
| --- | --- | --- |
|  | return 0; |  |

Note that this only applies to function main for historical reasons. All other functions with a return type shall end with a proper return statement that includes a return value, even if this is never used.  
  
When main returns zero (either implicitly or explicitly), it is interpreted by the environment as that the program ended successfully. Other values may be returned by main, and some environments give access to that value to the caller in some way, although this behavior is not required nor necessarily portable between platforms. The values for main that are guaranteed to be interpreted in the same way on all platforms are:

|  |  |
| --- | --- |
| **value** | **description** |
| 0 | The program was successful |
| [EXIT\_SUCCESS](http://www.cplusplus.com/EXIT_SUCCESS) | The program was successful (same as above). This value is defined in header [<cstdlib>](http://www.cplusplus.com/%3Ccstdlib%3E). |
| [EXIT\_FAILURE](http://www.cplusplus.com/EXIT_FAILURE) | The program failed. This value is defined in header [<cstdlib>](http://www.cplusplus.com/%3Ccstdlib%3E). |

Because the implicit return 0; statement for main is a tricky exception, some authors consider it good practice to explicitly write the statement.

**Arguments passed by value and by reference**

In the functions seen earlier, arguments have always been passed *by value*. This means that, when calling a function, what is passed to the function are the values of these arguments on the moment of the call, which are copied into the variables represented by the function parameters. For example, take:

|  |  |  |
| --- | --- | --- |
| 1 2 | int x=5, y=3, z;  z = addition ( x, y ); |  |

In this case, function addition is passed 5 and 3, which are copies of the values of x and y, respectively. These values (5 and 3) are used to initialize the variables set as parameters in the function's definition, but any modification of these variables within the function has no effect on the values of the variables x and y outside it, because x and y were themselves not passed to the function on the call, but only copies of their values at that moment.  
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In certain cases, though, it may be useful to access an external variable from within a function. To do that, arguments can be passed *by reference*, instead of *by value*. For example, the function duplicate in this code duplicates the value of its three arguments, causing the variables used as arguments to actually be modified by the call:

|  |  |  |  |
| --- | --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 | // passing parameters by reference  #include <iostream>  using namespace std;  void duplicate (int& a, int& b, int& c)  {  a\*=2;  b\*=2;  c\*=2;  }  int main ()  {  int x=1, y=3, z=7;  duplicate (x, y, z);  cout << "x=" << x << ", y=" << y << ", z=" << z;  return 0;  } | x=2, y=6, z=14 | [Edit & Run](http://www.cplusplus.com/doc/tutorial/functions/) |

To gain access to its arguments, the function declares its parameters as *references*. In C++, references are indicated with an ampersand (&) following the parameter type, as in the parameters taken by duplicate in the example above.  
  
When a variable is passed *by reference*, what is passed is no longer a copy, but the variable itself, the variable identified by the function parameter, becomes somehow associated with the argument passed to the function, and any modification on their corresponding local variables within the function are reflected in the variables passed as arguments in the call.  
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In fact, a, b, and c become aliases of the arguments passed on the function call (x, y, and z) and any change on awithin the function is actually modifying variable x outside the function. Any change on b modifies y, and any change on c modifies z. That is why when, in the example, function duplicate modifies the values of variables a, b, and c, the values of x, y, and z are affected.  
  
If instead of defining duplicate as:

|  |  |  |
| --- | --- | --- |
|  | void duplicate (int& a, int& b, int& c) |  |

Was it to be defined without the ampersand signs as:

|  |  |  |
| --- | --- | --- |
|  | void duplicate (int a, int b, int c) |  |

The variables would not be passed *by reference*, but *by value*, creating instead copies of their values. In this case, the output of the program would have been the values of x, y, and z without being modified (i.e., 1, 3, and 7).

The **call by reference** method of passing arguments to a function copies the address of an argument into the formal parameter. Inside the function, the address is used to access the actual argument used in the call. It means the changes made to the parameter affect the passed argument.

To pass a value by reference, argument pointers are passed to the functions just like any other value. So accordingly you need to declare the function parameters as pointer types as in the following function **swap()**, which exchanges the values of the two integer variables pointed to, by their arguments.

/\* function definition to swap the values \*/

void swap(int \*x, int \*y) {

int temp;

temp = \*x; /\* save the value at address x \*/

\*x = \*y; /\* put y into x \*/

\*y = temp; /\* put temp into y \*/

return;

}

Let us now call the function **swap()** by passing values by reference as in the following example −

#include <stdio.h>

/\* function declaration \*/

void swap(int \*x, int \*y);

int main () {

/\* local variable definition \*/

int a = 100;

int b = 200;

printf("Before swap, value of a : %d\n", a );

printf("Before swap, value of b : %d\n", b );

/\* calling a function to swap the values.

\* &a indicates pointer to a ie. address of variable a and

\* &b indicates pointer to b ie. address of variable b.

\*/

swap(&a, &b);

printf("After swap, value of a : %d\n", a );

printf("After swap, value of b : %d\n", b );

return 0;

}

Let us put the above code in a single C file, compile and execute it, to produce the following result −

Before swap, value of a :100

Before swap, value of b :200

After swap, value of a :200

After swap, value of b :100

It shows that the change has reflected outside the function as well, unlike call by value where the changes do not reflect outside the function.

**Topic № 4.**

## Arrays. Declaring Arrays. Accessing Array Elements. Multidimensional Array. Two-dimensional array. Relationship Between Pointers and Arrays.

Arrays a kind of data structure that can store a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables. A specific element in an array is accessed by an index.

All arrays consist of contiguous memory locations. The lowest address corresponds to the first element and the highest address to the last element.
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## Declaring Arrays

To declare an array in C, a programmer specifies the type of the elements and the number of elements required by an array as follows −

type arrayName [ arraySize ];

This is called a *single-dimensional* array. The **arraySize** must be an integer constant greater than zero and **type** can be any valid C data type. For example, to declare a 10-element array called **balance** of type double, use this statement −

double balance[10];

Here *balance* is a variable array which is sufficient to hold up to 10 double numbers.

## Initializing Arrays

You can initialize an array in C either one by one or using a single statement as follows −

double balance[5] = {1000.0, 2.0, 3.4, 7.0, 50.0};

The number of values between braces { } cannot be larger than the number of elements that we declare for the array between square brackets [ ].

If you omit the size of the array, an array just big enough to hold the initialization is created. Therefore, if you write −

double balance[] = {1000.0, 2.0, 3.4, 7.0, 50.0};

You will create exactly the same array as you did in the previous example. Following is an example to assign a single element of the array −

balance[4] = 50.0;

The above statement assigns the 5th element in the array with a value of 50.0. All arrays have 0 as the index of their first element which is also called the base index and the last index of an array will be total size of the array minus 1. Shown below is the pictorial representation of the array we discussed above −
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## Accessing Array Elements

An element is accessed by indexing the array name. This is done by placing the index of the element within square brackets after the name of the array. For example −

double salary = balance[9];

The above statement will take the 10th element from the array and assign the value to salary variable. The following example Shows how to use all the three above mentioned concepts viz. declaration, assignment, and accessing arrays −

#include <stdio.h>

int main () {

int n[ 10 ]; /\* n is an array of 10 integers \*/

int i,j;

/\* initialize elements of array n to 0 \*/

for ( i = 0; i < 10; i++ ) {

n[ i ] = i + 100; /\* set element at location i to i + 100 \*/

}

/\* output each array element's value \*/

for (j = 0; j < 10; j++ ) {

printf("Element[%d] = %d\n", j, n[j] );

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Element[0] = 100

Element[1] = 101

Element[2] = 102

Element[3] = 103

Element[4] = 104

Element[5] = 105

Element[6] = 106

Element[7] = 107

Element[8] = 108

Element[9] = 109

## Arrays in Detail

Arrays are important to C and should need a lot more attention. The following important concepts related to array should be clear to a C programmer −

|  |  |
| --- | --- |
| **Sr.No.** | **Concept & Description** |
| 1 | [Multi-dimensional arrays](https://www.tutorialspoint.com/cprogramming/c_multi_dimensional_arrays.htm)  C supports multidimensional arrays. The simplest form of the multidimensional array is the two-dimensional array. |
| 2 | [Passing arrays to functions](https://www.tutorialspoint.com/cprogramming/c_passing_arrays_to_functions.htm)  You can pass to the function a pointer to an array by specifying the array's name without an index. |
| 3 | [Return array from a function](https://www.tutorialspoint.com/cprogramming/c_return_arrays_from_function.htm)  C allows a function to return an array. |
| 4 | [Pointer to an array](https://www.tutorialspoint.com/cprogramming/c_pointer_to_an_array.htm)  You can generate a pointer to the first element of an array by simply specifying the array name, without any index. |

**Topic № 5.**

**Passing Arrays to Functions**

If you want to pass a single-dimension array as an argument in a function, you would have to declare a formal parameter in one of following three ways and all three declaration methods produce similar results because each tells the compiler that an integer pointer is going to be received. Similarly, you can pass multi-dimensional arrays as formal parameters.

Way-1

Formal parameters as a pointer −

void myFunction(int \*param) {

.

.

.

}

Way-2

Formal parameters as a sized array −

void myFunction(int param[10]) {

.

.

.

}

Way-3

Formal parameters as an unsized array −

void myFunction(int param[]) {

.

.

.

}

Example

Now, consider the following function, which takes an array as an argument along with another argument and based on the passed arguments, it returns the average of the numbers passed through the array as follows −

double getAverage(int arr[], int size) {

int i;

double avg;

double sum = 0;

for (i = 0; i < size; ++i) {

sum += arr[i];

}

avg = sum / size;

return avg;

}

Now, let us call the above function as follows −

#include <stdio.h>

/\* function declaration \*/

double getAverage(int arr[], int size);

int main () {

/\* an int array with 5 elements \*/

int balance[5] = {1000, 2, 3, 17, 50};

double avg;

/\* pass pointer to the array as an argument \*/

avg = getAverage( balance, 5 ) ;

/\* output the returned value \*/

printf( "Average value is: %f ", avg );

return 0;

}

When the above code is compiled together and executed, it produces the following result −

Average value is: 214.400000

As you can see, the length of the array doesn't matter as far as the function is concerned because C performs no bounds checking for formal parameters.

**Topic № 6.**

Recursion

The recursive function is

* + a kind of function that calls itself, or
  + a function that is part of a cycle in the sequence of function calls.

Let’s we want to find the *factorial* of a number: f(*n*) = *n*! We know that

*n*! = 1 \* 2 \* 3 \* … \* (*n* – 1) \* *n*

For example, f(5) = 1 \* 2 \* 3 \* 4 \* 5. We also know that f(4) = 1 \* 2 \* 3 \* 4. So

f(5) = (1 \* 2 \* 3 \* 4) \* 5 = f(4) \* 5

The problem of calculating f(5) is *reduced* to the problem of calculating f(4): in order to find f(5) we first must find f(4) and then multiply the result by 5. This process can be continues like

f(5) = f(4) \* 5 = f(3) \* 4 \* 5 = f(2) \* 3 \* 4 \* 5 = …

How long shall we continue this process? We know that 0! = 1, but there is no sence for calculating factorial for negative numbers. The equality 0! = 1 or f(0) = 1 is called *simple case* or *terminating* *case* or *base case*. When we need to find f(0), we do not continue the reduction like f(0) = f(-1) \* 0 because it has no sence, but simply substitute the value of f(0) by 1. So

f(2) = f(1) \* 2 = f(0) \* 1 \* 2 = 1 \* 1 \* 2 = 2

A recursive function consists of two types of cases:

* *a base case(s)*
* *a recursive case*

The base case is a small problem

* the solution to this problem should not be recursive, so that the function is guaranteed to terminate
* there can be more than one base case

The recursive case defines the problem in terms of a smaller problem of the same type

* the recursive case includes a recursive function call
* there can be more than one recursive case

From the definition of factorial we can conclue that

*n*! = (1 \* 2 \* 3 \* … \* (*n* – 1)) \* *n* = (*n* – 1)! \* *n*

Or if we denoted f(*n*) = *n*! then f(*n*) = f(*n* – 1) \* *n*. This is called *recursive case*. We continue the recursive process till *n* = 0, when 0! = 1. So f(0) = 1. This is called the *base case*.
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int fact(int n)

{

if (n == 0) return 1;

return fact(n-1) \* n;

}

In order to calculate *n*! we simply call a function: fact(*n*).

Below we’ll give some recursive functions:

* sum of digits: *sum*(*n*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAGATIAUACQAAAABRSAEACQAAA44BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAVgExIAAAAmBg8AGgD/////AAAQAAAAwP///8D///8gEwAA4AQAAAsAAAAmBg8ADABNYXRoVHlwZQAAEAEcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdYABCh2YzSwAuPASABeN93VAkfp1AwtmaQQAAAAtAQAACAAAADIKvQQ5AAEAAADueQgAAAAyCk0DOQABAAAA7XkIAAAAMgrdATkAAQAAAOx5CAAAADIKVwTRAwEAAAA8eQgAAAAyCrcBQBABAAAAs3kIAAAAMgq3AfcIAQAAACt5HAAAAPsCQP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dQMLZmkEAAAALQEBAAQAAADwAQAACAAAADIKVwT4BAIAAAAxMAgAAAAyClcE+QEBAAAALDAIAAAAMgq3AWcRAgAAADEwCAAAADIKtwFoDgEAAAAsMAgAAAAyCrcBrwwCAAAAMTAIAAAAMgq3ATwLAQAAACUwCAAAADIKtwEBCAEAAAApMAgAAAAyCrcBQQYCAAAAMTAIAAAAMgq3AbMFAQAAAC8wCAAAADIKtwH4AwEAAAAoMBwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC48BIAF433dUCR+nUDC2ZpBAAAAC0BAAAEAAAA8AEBAAgAAAAyClcElQIBAAAAbjAIAAAAMgpXBBkBAQAAAG4wCAAAADIKtwEEDwEAAABuMAgAAAAyCrcBVQoBAAAAbjAIAAAAMgq3AZkEAQAAAG4wCQAAADIKtwEgAQMAAABzdW1lCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AaQMLZmkAAAoAOACKAQAAAAABAAAA0PISAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)
* number of digits in an integer: *digits*(*n*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAOAQIAUACQAAAADRSwEACQAAA38BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAXgEBIAAAAmBg8AGgD/////AAAQAAAAwP///8D///+gEAAA4AQAAAsAAAAmBg8ADABNYXRoVHlwZQAAEAEcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdRgDChQ4zSwAuPASABeN93VAkfp1+gtmTAQAAAAtAQAACAAAADIKvQQ5AAEAAADueQgAAAAyCk0DOQABAAAA7XkIAAAAMgrdATkAAQAAAOx5CAAAADIKVwR2AwEAAAA8eQgAAAAyCrcByg0BAAAAs3kIAAAAMgq3AQ8KAQAAACt5HAAAAPsCQP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dfoLZkwEAAAALQEBAAQAAADwAQAACAAAADIKVwSdBAIAAAAxMAgAAAAyClcEngEBAAAALDAIAAAAMgpXBOgAAQAAADEwCAAAADIKtwHxDgIAAAAxMAgAAAAyCrcB8gsBAAAALDAIAAAAMgq3ATwLAQAAADEwCAAAADIKtwEZCQEAAAApMAgAAAAyCrcBWQcCAAAAMTAIAAAAMgq3AcsGAQAAAC8wCAAAADIKtwEQBQEAAAAoMBwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC48BIAF433dUCR+nX6C2ZMBAAAAC0BAAAEAAAA8AEBAAgAAAAyClcEOgIBAAAAbjAIAAAAMgq3AY4MAQAAAG4wCAAAADIKtwGxBQEAAABuMAoAAAAyCrcBGQEGAAAAZGlnaXRzCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0ATPoLZkwAAAoAOACKAQAAAAABAAAA0PISAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)
* Fibonacci numbers: *fib*(*n*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAEAU4AcACQAAAACxTQEACQAAA9cBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AdAFBIAAAAmBg8AGgD/////AAAQAAAAwP///7f///8AFAAAlwcAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAEcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdeoCCrU4zSwAROASABeN93VAkfp1ngNmHAQAAAAtAQAACAAAADIKXQY5AAEAAADveQgAAAAyCnQHOQABAAAA7nkIAAAAMgpdAzkAAQAAAO95CAAAADIKrQQ5AAEAAADteQgAAAAyCuYBOQABAAAA7HkIAAAAMgoAB8oDAQAAAD15CAAAADIKYAR9AwEAAAA9eQgAAAAyCsABMRIBAAAAPnkIAAAAMgrAAYcNAQAAAC15CAAAADIKwAEOCAEAAAAreQgAAAAyCsABNAUBAAAALXkcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AROASABeN93VAkfp1ngNmHAQAAAAtAQEABAAAAPABAAAIAAAAMgoABxsFAQAAADB5CAAAADIKAAfrAQEAAAAseQgAAAAyCgAHEgEBAAAAMHkIAAAAMgpgBKQEAQAAADF5CAAAADIKYASeAQEAAAAseQgAAAAyCmAE6AABAAAAMXkIAAAAMgrAAVgTAQAAADF5CAAAADIKwAG/DwIAAAApLAgAAAAyCsAB3w4BAAAAMiwIAAAAMgrAAaMLAQAAACgsCAAAADIKwAEYBwEAAAApLAgAAAAyCsABWwYBAAAAMSwIAAAAMgrAAVADAQAAACgsHAAAAPsCQP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAETgEgAXjfd1QJH6dZ4DZhwEAAAALQEAAAQAAADwAQEACAAAADIKAAeHAgEAAABuLAgAAAAyCmAEOgIBAAAAbiwIAAAAMgrAAe4QAQAAAG4sCAAAADIKwAFEDAEAAABuLAkAAAAyCsABwAkDAAAAZmliZQgAAAAyCsAB8QMBAAAAbmkJAAAAMgrAAW0BAwAAAGZpYmUKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQAcngNmHAAACgA4AIoBAAAAAAEAAABc4hIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==): 0, 1, 1, 2, 3, 5,…

int fib(int n)

{

if (n == 0) return 0;

if (n == 1) return 1;

return fib(n-1) + fib(n - 2);

}

* Binomial coefficient: ![](data:image/x-wmf;base64,183GmgAAAAAAAGACwAIBCQAAAACwXgEACQAAA9EAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAJgAhIAAAAmBg8AGgD/////AAAQAAAAwP///6X///8gAgAAZQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLg/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AEPESABeNFXZAkRh2UAhmkgQAAAAtAQAACAAAADIKNwGPAQEAAABreQgAAAAyCnACaAEBAAAAbnkcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AEPESABeNFXZAkRh2UAhmkgQAAAAtAQEABAAAAPABAAAIAAAAMgoAAisAAQAAAEN5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AklAIZpIAAAoAOACKAQAAAAAAAAAAKPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) = ![](data:image/x-wmf;base64,183GmgAAAAAAAEANoAgACQAAAADxWwEACQAAA1kCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAhADRIAAAAmBg8AGgD/////AAAQAAAAwP///7D///8ADQAAUAgAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AEcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdSUDCtRwzSUAuPASABeN93VAkfp1ugtm6QQAAAAtAQAACAAAADIKvQY5AAEAAADveQgAAAAyCi0IOQABAAAA7nkIAAAAMgqdAzkAAQAAAO95CAAAADIKDQU5AAEAAADteQgAAAAyCu0BOQABAAAA7HkIAAAAMgpgB6wDAQAAAD15CAAAADIKwASsAwEAAAA9eQgAAAAyChUC1AoBAAAAPnkIAAAAMgoVAp8EAQAAACt5HAAAAPsC4P4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHUODAodMM0lALjwEgAXjfd1QJH6dboLZukEAAAALQEBAAQAAADwAQAACAAAADIKhQLDBwEAAAAteQgAAAAyCkwBCgMBAAAALXkIAAAAMgqFAt8CAQAAAC15HAAAAPsCQP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dboLZukEAAAALQEAAAQAAADwAQEACAAAADIKYAf9BAEAAAAweQgAAAAyCmAH+QEBAAAAIHkIAAAAMgpgB54BAQAAACx5CAAAADIKYAfoAAEAAAAxeQgAAAAyCsAE+QEBAAAAIHkIAAAAMgrABJ4BAQAAACx5CAAAADIKwAToAAEAAAAxeQgAAAAyChUCJQwBAAAAMHkIAAAAMgoVAvUIAQAAACx5HAAAAPsC4P4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dboLZukEAAAALQEBAAQAAADwAQAACAAAADIKhQJLCAEAAAAxeQgAAAAyCkwBkgMBAAAAMXkIAAAAMgqFAmcDAQAAADF5HAAAAPsCQP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dboLZukEAAAALQEAAAQAAADwAQEACAAAADIKYAdiAgEAAABreQgAAAAyCsAEBAUBAAAAbnkIAAAAMgrABGICAQAAAGt5CAAAADIKFQKRCQEAAABueQgAAAAyChUC7wUBAAAAQ3kIAAAAMgoVAgsBAQAAAEN5HAAAAPsC4P4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjfd1QJH6dboLZukEAAAALQEBAAQAAADwAQAACAAAADIKTAFPBwEAAABreQgAAAAyCoUCKAcBAAAAbnkIAAAAMgpMAWsCAQAAAGt5CAAAADIKhQJEAgEAAABueQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAOm6C2bpAAAKADgAigEAAAAAAAAAANDyEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

int Cnk(int n, int k)

{

if (n == k) return 1;

if (k == 0) return 1;

return Cnk(n - 1, k - 1) + Cnk(n - 1, k);

}

* Power: ![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6X////AAQAABQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wLg/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AEPESABeNpHVAkad1OgFmygQAAAAtAQAACAAAADIKNwE3AQEAAABueRwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ8RIAF42kdUCRp3U6AWbKBAAAAC0BAQAEAAAA8AEAAAgAAAAyCgACTgABAAAAeHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDKOgFmygAACgA4AIoBAAAAAAAAAAAo8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) = ![](data:image/x-wmf;base64,183GmgAAAAAAAGAN4AkBCQAAAACQWgEACQAAA7sCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AlgDRIAAAAmBg8AGgD/////AAAQAAAAwP///7v///8gDQAAmwkAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAIcAAAA+wIQ/QkBAAAAAJABAAAAAgQCABBTeW1ib2wAdeQCCiHAdSsA+O4SABeNpHVAkad1+ANmfQQAAAAtAQAACAAAADIKbwIUAQEAAAAoeRwAAAD7AhD9CQEAAAAAkAEAAAACBAIAEFN5bWJvbAB1QgEKjgB2KwD47hIAF42kdUCRp3X4A2Z9BAAAAC0BAQAEAAAA8AEAAAgAAAAyCm8CWgMBAAAAKXkcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdeQCCiLAdSsAuPASABeNpHVAkad1+ANmfQQAAAAtAQAABAAAAPABAQAIAAAAMgr2CDkAAQAAAO95CAAAADIKXQc5AAEAAADveQgAAAAyCngJOQABAAAA7nkIAAAAMgpdBDkAAQAAAO95CAAAADIKkgM5AAEAAADveQgAAAAyCq0FOQABAAAA7XkIAAAAMgriATkAAQAAAOx5CAAAADIKAAh9AwEAAAA9eQgAAAAyCmAFRwIBAAAA13kcAAAA+wLg/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdUIBCo8AdisAuPASABeNpHVAkad1+ANmfQQAAAAtAQEABAAAAPABAAAIAAAAMgqXBJ4EAQAAAC15HAAAAPsCQP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjaR1QJGndfgDZn0EAAAALQEAAAQAAADwAQEACAAAADIKAAjOBAEAAAAweQgAAAAyCgAIngEBAAAALHkIAAAAMgoACOgAAQAAADF5CAAAADIKYAUvCQIAAAAgIAgAAAAyCmAFPgcCAAAAICAIAAAAMgpgBdAFAQAAACwgCAAAADIKcgIkCQIAAAAgIAgAAAAyCnICMwcCAAAAICAIAAAAMgpyAsUFAQAAACwgHAAAAPsC4P4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjaR1QJGndfgDZn0EAAAALQEBAAQAAADwAQAACAAAADIKlwQmBQEAAAAxIAgAAAAyCkEBBQUBAAAAMiAIAAAAMgpBAYgEAQAAAC8gCAAAADIKqQGFAgEAAAAyIBwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC48BIAF42kdUCRp3X4A2Z9BAAAAC0BAAAEAAAA8AEBAAgAAAAyCgAIOgIBAAAAbiAJAAAAMgpgBQEKAwAAAG9kZGUIAAAAMgpgBQkIAgAAAGlzCAAAADIKYAVsBgEAAABucwgAAAAyCmAFGgMBAAAAeHMIAAAAMgpgBS4BAQAAAHhzCQAAADIKcgL2CQQAAABldmVuCAAAADIKcgL+BwIAAABpcwgAAAAyCnICYQYBAAAAbnMIAAAAMgpyApwBAQAAAHhzHAAAAPsC4P4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALjwEgAXjaR1QJGndfgDZn0EAAAALQEBAAQAAADwAQAACAAAADIKlwQDBAEAAABucwgAAAAyCkEB0QMBAAAAbnMKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQB9+ANmfQAACgA4AIoBAAAAAAAAAADQ8hIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

int f(int x, int n)

{

if (n == 0) return 1;

if (n % 2 == 0) return f(x \* x, n / 2);

return x \* f(x, n - 1);

}

* Greater Common Divisor: GCD(*a*, *b*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAAARYAoACQAAAABxRQEACQAAAwkCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAoAERIAAAAmBg8AGgD/////AAAQAAAAwP///8D////AEAAAIAoAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAIcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdbkLCu3AzyoAuPASABeN93VAkfp1Lwxm8QQAAAAtAQAACAAAADIKTQk5AAEAAADveQgAAAAyCp0HOQABAAAA73kIAAAAMgr9CTkAAQAAAO55CAAAADIKnQQ5AAEAAADveQgAAAAyCo0DOQABAAAA73kIAAAAMgrtBTkAAQAAAO15CAAAADIK3QE5AAEAAADseQgAAAAyCpcJ0QMBAAAAPXkIAAAAMgr3BtEDAQAAAD15CAAAADIKVwScDgEAAAA8eQgAAAAyCrcBhw4BAAAAs3kcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuPASABeN93VAkfp1Lwxm8QQAAAAtAQEABAAAAPABAAAIAAAAMgqXCSIFAQAAADB5CAAAADIKlwnrAQEAAAAseQgAAAAyCvcGIgUBAAAAMHkIAAAAMgr3BgACAQAAACx5CAAAADIKVwQqDAIAAAApLAkAAAAyClcE7AcDAAAAbW9kZQgAAAAyClcESwYBAAAALG8JAAAAMgpXBBIBBAAAAEdDRCgIAAAAMgq3ARUMAgAAACksCAAAADIKtwGgCgEAAAAsLAkAAAAyCrcBfgYDAAAAbW9kKAkAAAAyCrcBEgEEAAAAR0NEKBwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC48BIAF433dUCR+nUvDGbxBAAAAC0BAAAEAAAA8AEBAAgAAAAyCpcJhwIBAAAAYUMIAAAAMgqXCQsBAQAAAGJDCAAAADIK9waOAgEAAABiQwgAAAAyCvcGGQEBAAAAYUMIAAAAMgpXBOYPAQAAAGJDCAAAADIKVwRZDQEAAABhQwgAAAAyClcEPAsBAAAAYUMIAAAAMgpXBNkGAQAAAGJDCAAAADIKVwRkBQEAAABhQwgAAAAyCrcB0Q8BAAAAYkMIAAAAMgq3AUQNAQAAAGFDCAAAADIKtwEuCwEAAABiQwgAAAAyCrcBwAkBAAAAYkMIAAAAMgq3AWQFAQAAAGFDCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0A8S8MZvEAAAoAOACKAQAAAAABAAAA0PISAAQAAAAtAQEABAAAAPABAAADAAAAAAA=),

or simplified version GCD(*a*, *b*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAOAQIAUACQAAAADRSwEACQAAA28BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAXgEBIAAAAmBg8AGgD/////AAAQAAAAwP///8D///+gEAAA4AQAAAsAAAAmBg8ADABNYXRoVHlwZQAAEAEcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdRIMCsOAzyoAuPASABeN93VAkfp1/Q1muQQAAAAtAQAACAAAADIKvQQ5AAEAAADueQgAAAAyCk0DOQABAAAA7XkIAAAAMgrdATkAAQAAAOx5CAAAADIKVwTRAwEAAAA9eQgAAAAyCrcBeQ4BAAAAuXkcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuPASABeN93VAkfp1/Q1muQQAAAAtAQEABAAAAPABAAAIAAAAMgpXBCIFAQAAADB5CAAAADIKVwQAAgEAAAAseQgAAAAyCrcB0A8BAAAAMHkIAAAAMgq3ARUMAgAAACksCQAAADIKtwHsBwMAAABtb2RlCAAAADIKtwE2BgEAAAAsbwkAAAAyCrcBEgEEAAAAR0NEKBwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC48BIAF433dUCR+nX9DWa5BAAAAC0BAAAEAAAA8AEBAAgAAAAyClcEjgIBAAAAYkMIAAAAMgpXBBkBAQAAAGFDCAAAADIKtwE2DQEAAABiQwgAAAAyCrcBLgsBAAAAYkMIAAAAMgq3AdIGAQAAAGFDCAAAADIKtwFWBQEAAABiQwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtALn9DWa5AAAKADgAigEAAAAAAQAAANDyEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

int gcd(int a, int b)

{

if (a == 0) return b;

if (b == 0) return a;

if (a >= b) return gcd(a % b, b);

return gcd(a, b % a);

}

or

int gcd(int a, int b)

{

return (b) ? gcd(b,a % b) : a;

}

What do the next functions do (calculate):

Quiz 1

int f(int n)

{

if (n == 0) return 0;

return f(n-1) + n;

}

Quiz 2

int f(int n)

{

if (n == 0) return 0;

return f(n-1) + 1;

}

Quiz 3

int f(int n)

{

if (n == 0) return 1;

return f(n-1) \* 2;

}

Quiz 4

int f(int n)

{

if (n == 0) return 0;

return f(n-1) + 5;

}

What will be printed with the next code

Quiz 5

#include <stdio.h>

void f(int n)

{

if (n == 0) return;

printf("%d ",n);

f(n-1);

}

int main(void)

{

int n;

scanf("%d",&n);

f(n);

return 0;

}

Quiz 6

#include <stdio.h>

void f(int n)

{

if (n == 0) return;

f(n-1);

printf("%d ",n);

}

int main(void)

{

int n;

scanf("%d",&n);

f(n);

return 0;

}

**Topic № 7.**

**Char arrays. Two dimentional arrays.**

**String** is a sequence of characters that is treated as a single data item and terminated by null character '\0'. Remember that C language does not support strings as a data type. A **string** is actually one-dimensional array of characters in C language. These are often used to create meaningful and readable programs.

**For example:** The string "hello world" contains 12 characters including '\0' character which is automatically added by the compiler at the end of the string.

**Declaring and Initializing a string variables**

There are different ways to initialize a character array variable.

char name[13] = "StudyTonight"; // valid character array initialization

char name[10] = {'L','e','s','s','o','n','s','\0'}; // valid initialization

Remember that when you initialize a character array by listing all of its characters separately then you must supply the '\0' character explicitly.

Some examples of illegal initialization of character array are,

char ch[3] = "hell"; // Illegal

char str[4];

str = "hell"; // Illegal

**String Input and Output**

Input function scanf() can be used with **%s** format specifier to read a string input from the terminal. But there is one problem with scanf() function, it terminates its input on the first white space it encounters. Therefore if you try to read an input string "Hello World" using scanf() function, it will only read **Hello** and terminate after encountering white spaces.

However, C supports a format specification known as the **edit set conversion code %[..]** that can be used to read a line containing a variety of characters, including white spaces.

#include<stdio.h>

#include<string.h>

void main()

{

char str[20];

printf("Enter a string");

scanf("%[^\n]", &str); //scanning the whole string, including the white spaces

printf("%s", str);

}

Another method to read character string with white spaces from terminal is by using the gets()function.

char text[20];

gets(text);

printf("%s", text);

**String Handling Functions**

C language supports a large number of string handling functions that can be used to carry out many of the string manipulations. These functions are packaged in **string.h** library. Hence, you must include **string.h** header file in your programs to use these functions.

The following are the most commonly used string handling functions.

|  |  |
| --- | --- |
| **Method** | **Description** |
| strcat() | It is used to concatenate(combine) two strings |
| strlen() | It is used to show length of a string |
| strrev() | It is used to show reverse of a string |
| strcpy() | Copies one string into another |
| strcmp() | It is used to compare two string |

**strcat() function**

strcat("hello", "world");

strcat() function will add the string **"world"** to **"hello"** i.e it will ouput helloworld.

**strlen() function**

strlen() function will return the length of the string passed to it.

int j;

j = strlen("studytonight");

printf("%d",j);

12

**strcmp() function**

strcmp() function will return the ASCII difference between first unmatching character of two strings.

int j;

j = strcmp("study", "tonight");

printf("%d",j);

-1

**strcpy() function**

It copies the second string argument to the first string argument.

#include<stdio.h>

#include<string.h>

int main()

{

char s1[50];

char s2[50];

strcpy(s1, "StudyTonight"); //copies "studytonight" to string s1

strcpy(s2, s1); //copies string s1 to string s2

printf("%s\n", s2);

return(0);

}

StudyTonight

**strrev() function**

It is used to reverse the given string expression.

#include<stdio.h>

int main()

{

char s1[50];

printf("Enter your string: ");

gets(s1);

printf("\nYour reverse string is: %s",strrev(s1));

return(0);

}

**Topic № 8.**

## Searching Arrays.

**Topic № 9**

Often in real life, we are supposed to arrange data in a particular order. For instance, during our school days, we are told to stand in the queue based on our heights. Another example is of the attendance register at school/college which contains our names arranged in the alphabetical order.

These data arrangements give easier access to data for future use for ex. finding “Joe” in an attendance register of 100 students. The arrangement of data in a particular order is called as sorting of the data by that order. 2 of the most commonly used orders are:

* **Ascending order:** while sorting the data in ascending order, we try to arrange the data in a way such that each element is in some way “smaller than” its successor. This “smaller than” relation is an ordered relation over the set from which the data is taken. As a simple example, the numbers 1, 2, 3, 4, 5 are sorted in ascending order. Here, the “smaller than” relation is actually the “<” operator. As can be seen, 1 < 2 < 3 < 4 < 5.
* **Descending order:** descending order is the exact opposite of ascending order. Given a data that is sorted in ascending order, reverse it and you will get the data in descending order.

Due to the similar nature of the 2 orders, we often drop the actual order and we say – we want to sort the data. This generally means that we want the data to be sorted in *ascending* order.

Before we get into the details of the sorting algorithm, let us understand the problem statement.

**Problem statement**

We are given an array (or a list) of data. We are also given a way to “order” the elements present in the data. Now, we are asked to arranged the data as per the given order.

As an example, we are given an array of integers: [5, 1, 4, 2, 3]. We are given the “order” as “smaller than”. So, we are asked to arrange the elements of this array in such a way that each element is smaller than its successor. Basically, we need to find a way to sort this array so that the final array obtained is [1, 2, 3, 4, 5].

There are several techniques/algorithms to achieve this ordered output array. One such well-known technique that we will discuss in this blog is called as Bubble Sort.

**Bubble Sort Algorithm in C – Introduction**

Bubble Sort in C is a sorting algorithm where we repeatedly iterate through the array and swap adjacent elements that are unordered. We repeat this until the array is sorted.

As an example, for the array mentioned above – [5, 1, 4, 2, 3] we can see that 5 should not be on the left of 1 and so, we swap them to get: [1, 5, 4, 2, 3]. Next, we see that 5 should again not be on the left of 4. We swap 5 and 4 to get [1, 4, 5, 2, 3]. We repeat this for 5 and 2 and subsequently for 5 and 3 to get [1, 4, 2, 3, 5].

As can be seen – after one “pass” over the array, the largest element (5 in this case) has reached its correct position – extreme right. Let us try to repeat this process.

(1, 4) is correct. However, (4, 2) is an incorrect order. Therefore, we swap 4 and 2 to get [1, 2, 4, 3, 5]. Now again, (4, 3) is incorrect so we do another swap and get [1, 2, 3, 4, 5].

*As can be seen, the array is sorted!*

This exactly is how bubble sort in C works.

**Bubble Sort – Explanation**

In the first “pass” through the array, the largest element will always get swapped until it is placed to the extreme right. This is because this largest element will always break the desired order. So, at the end of the first pass, the largest element will always reach its correct position.

Now that the largest element has reached its correct position (for instance, 5 reached the last position), we can simply ignore it and concentrate on the rest of the array ([1, 4, 2, 3] in the above case). Here, the largest element in the rest of the array (which is 4) will be nothing but the second largest element in the array. By the above recursive argument, this second largest array will then reach the last position in the remaining array ([1, 2, 3, 4]). This is nothing but a recursive argument on the remaining array.

This continues until for n iterations where n = number of elements in the array. Finally, the array gets sorted.

**Bubble Sort Program in C**

|  |  |
| --- | --- |
|  | #include <stdio.h> |
|  | void bubble\_sort(int a[], int n) { |
|  | int i = 0, j = 0, tmp; |
|  | for (i = 0; i < n; i++) { // loop n times - 1 per element |
|  | for (j = 0; j < n - i - 1; j++) { // last i elements are sorted already |
|  | if (a[j] > a[j + 1]) { // swop if order is broken |
|  | tmp = a[j]; |
|  | a[j] = a[j + 1]; |
|  | a[j + 1] = tmp; |
|  | } |
|  | } |
|  | } |
|  | } |
|  | int main() { |
|  | int a[100], n, i, d, swap; |
|  | printf("Enter number of elements in the array:\n"); |
|  | scanf("%d", &n); |
|  | printf("Enter %d integers\n", n); |
|  | for (i = 0; i < n; i++) |
|  | scanf("%d", &a[i]); |
|  | bubble\_sort(a, n); |
|  | printf("Printing the sorted array:\n"); |
|  | for (i = 0; i < n; i++) |
|  | printf("%d\n", a[i]); |
|  | return 0; |
|  | } |

[**view raw**](https://gist.github.com/hackrio1/20bd70ac3f4b3659baa1175b4cbd29f6/raw/99ab51fd8ff4853ec1bc3e51d478c8e4fbfb4708/bubble-sort.c)[**bubble-sort.c**](https://gist.github.com/hackrio1/20bd70ac3f4b3659baa1175b4cbd29f6#file-bubble-sort-c) hosted with  by **[GitHub](https://github.com/)**

We loop n times – once for each element of the array. When i = 0, with the j loop, the largest element of the array reaches its correct position. When i = 1, with the j loop, the second largest element of the array reaches its correct position. So on and so forth.

**Conclusion**

Bubble sort is a fairly simple algorithm. It forms an interesting example of how simple computations can be used to perform more complex tasks. However, there is one issue with the algorithm – it is relatively slower compared to other sorting algorithms. To understand that, let us take a look at the loops involved – there are 2 loops:

* First, the outer loop of variable i that goes from i = 0 to i = n – 1.
* For each iteration of the outer i loop, the inner loop of variable j goes from j = 0 to j = n – i – 2.

We can consolidate the number of iterations to see that:

* When i = 0, the inner j loop goes from j = 0 to j = n – 2
* When i = 1, the inner j loop goes from j = 0 to j = n – 3
* When i = 2, the inner j loop goes from j = 0 to j = n – 4

..

..

* When i = n – 2, the inner j loop goes from j = 0 to j = 0

We can sum this up to see that the total iterations are (n – 2) + (n – 3) + (n – 4) … + 1 + 0 = (n – 2) \* (n – 3) / 2 = (n2  – 5n + 6) / 2 = n2/2 – 2.5n + 3

As can be seen, this term is proportional to n2 (the largest power of n is n2). Mathematically, this is stated as – bubble sort algorithm is of O(n2) complexity. This isn’t the best because when n is large (say n = 106), n2 is huge (n2 = 1012). Therefore, it will take a lot of iterations for the algorithm to complete. This is undesirable. There are some better algorithms like [merge sort in C](https://hackr.io/blog/merge-sort-in-c), etc that take O(nlog2n) iterations. logn is much smaller than n. As an example, when n = 230 (which is approximately 109), log2n is just 30).

Nevertheless, bubble sort is an interesting algorithm and is a great way for beginners to understand how sorting works.

**Topic**

The selection sort algorithm sorts an array by repeatedly finding the minimum element (considering ascending order) from unsorted part and putting it at the beginning. The algorithm maintains two subarrays in a given array.

1) The subarray which is already sorted.  
2) Remaining subarray which is unsorted.

In every iteration of selection sort, the minimum element (considering ascending order) from the unsorted subarray is picked and moved to the sorted subarray.

Following example explains the above steps:

arr[] = 64 25 12 22 11

// Find the minimum element in arr[0...4]

// and place it at beginning

**11** 25 12 22 64

// Find the minimum element in arr[1...4]

// and place it at beginning of arr[1...4]

11 **12** 25 22 64

// Find the minimum element in arr[2...4]

// and place it at beginning of arr[2...4]

11 12 **22** 25 64

// Find the minimum element in arr[3...4]

// and place it at beginning of arr[3...4]

11 12 22 **25** 64

|  |
| --- |
| // C program for implementation of selection sort  #include <stdio.h>    void swap(int \*xp, int \*yp)  {      int temp = \*xp;      \*xp = \*yp;      \*yp = temp;  }    void selectionSort(int arr[], int n)  {      int i, j, min\_idx;        // One by one move boundary of unsorted subarray      for (i = 0; i < n-1; i++)      {          // Find the minimum element in unsorted array          min\_idx = i;          for (j = i+1; j < n; j++)            if (arr[j] < arr[min\_idx])              min\_idx = j;            // Swap the found minimum element with the first element          swap(&arr[min\_idx], &arr[i]);      }  }    /\* Function to print an array \*/  void printArray(int arr[], int size)  {      int i;      for (i=0; i < size; i++)          printf("%d ", arr[i]);      printf("\n");  }    // Driver program to test above functions  int main()  {      int arr[] = {64, 25, 12, 22, 11};      int n = sizeof(arr)/sizeof(arr[0]);      selectionSort(arr, n);      printf("Sorted array: \n");      printArray(arr, n);      return 0;  } |

Output:

Sorted array:

11 12 22 25 64

**Time Complexity:** O(n2) as there are two nested loops.

**Auxiliary Space:** O(1)  
The good thing about selection sort is it never makes more than O(n) swaps and can be useful when memory write is a costly operation.

**Topic № 10.**

Structures are used to represent a record. Suppose you want to keep track of your books in a library. You might want to track the following attributes about each book −

* Title
* Author
* Subject
* Book ID

Defining a Structure

To define a structure, you must use the **struct** statement. The struct statement defines a new data type, with more than one member. The format of the struct statement is as follows −

struct [structure tag] {

member definition;

member definition;

...

member definition;

} [one or more structure variables];

The **structure tag** is optional and each member definition is a normal variable definition, such as int i; or float f; or any other valid variable definition. At the end of the structure's definition, before the final semicolon, you can specify one or more structure variables but it is optional. Here is the way you would declare the Book structure −

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

} book;

Accessing Structure Members

To access any member of a structure, we use the **member access operator (.)**. The member access operator is coded as a period between the structure variable name and the structure member that we wish to access. You would use the keyword **struct** to define variables of structure type. The following example shows how to use a structure in a program −

[Live Demo](http://tpcg.io/7DL5Jk)

#include <stdio.h>

#include <string.h>

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

int main( ) {

struct Books Book1; /\* Declare Book1 of type Book \*/

struct Books Book2; /\* Declare Book2 of type Book \*/

/\* book 1 specification \*/

strcpy( Book1.title, "C Programming");

strcpy( Book1.author, "Nuha Ali");

strcpy( Book1.subject, "C Programming Tutorial");

Book1.book\_id = 6495407;

/\* book 2 specification \*/

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Zara Ali");

strcpy( Book2.subject, "Telecom Billing Tutorial");

Book2.book\_id = 6495700;

/\* print Book1 info \*/

printf( "Book 1 title : %s\n", Book1.title);

printf( "Book 1 author : %s\n", Book1.author);

printf( "Book 1 subject : %s\n", Book1.subject);

printf( "Book 1 book\_id : %d\n", Book1.book\_id);

/\* print Book2 info \*/

printf( "Book 2 title : %s\n", Book2.title);

printf( "Book 2 author : %s\n", Book2.author);

printf( "Book 2 subject : %s\n", Book2.subject);

printf( "Book 2 book\_id : %d\n", Book2.book\_id);

return 0;

}

When the above code is compiled and executed, it produces the following result −

Book 1 title : C Programming

Book 1 author : Nuha Ali

Book 1 subject : C Programming Tutorial

Book 1 book\_id : 6495407

Book 2 title : Telecom Billing

Book 2 author : Zara Ali

Book 2 subject : Telecom Billing Tutorial

Book 2 book\_id : 6495700

Structures as Function Arguments

You can pass a structure as a function argument in the same way as you pass any other variable or pointer.

[Live Demo](http://tpcg.io/1Kk8Zs)

#include <stdio.h>

#include <string.h>

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

/\* function declaration \*/

void printBook( struct Books book );

int main( ) {

struct Books Book1; /\* Declare Book1 of type Book \*/

struct Books Book2; /\* Declare Book2 of type Book \*/

/\* book 1 specification \*/

strcpy( Book1.title, "C Programming");

strcpy( Book1.author, "Nuha Ali");

strcpy( Book1.subject, "C Programming Tutorial");

Book1.book\_id = 6495407;

/\* book 2 specification \*/

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Zara Ali");

strcpy( Book2.subject, "Telecom Billing Tutorial");

Book2.book\_id = 6495700;

/\* print Book1 info \*/

printBook( Book1 );

/\* Print Book2 info \*/

printBook( Book2 );

return 0;

}

void printBook( struct Books book ) {

printf( "Book title : %s\n", book.title);

printf( "Book author : %s\n", book.author);

printf( "Book subject : %s\n", book.subject);

printf( "Book book\_id : %d\n", book.book\_id);

}

When the above code is compiled and executed, it produces the following result −

Book title : C Programming

Book author : Nuha Ali

Book subject : C Programming Tutorial

Book book\_id : 6495407

Book title : Telecom Billing

Book author : Zara Ali

Book subject : Telecom Billing Tutorial

Book book\_id : 6495700

Pointers to Structures

You can define pointers to structures in the same way as you define pointer to any other variable −

struct Books \*struct\_pointer;

Now, you can store the address of a structure variable in the above defined pointer variable. To find the address of a structure variable, place the '&'; operator before the structure's name as follows −

struct\_pointer = &Book1;

To access the members of a structure using a pointer to that structure, you must use the → operator as follows −

struct\_pointer->title;

Let us re-write the above example using structure pointer.

[Live Demo](http://tpcg.io/WOoGiV)

#include <stdio.h>

#include <string.h>

struct Books {

char title[50];

char author[50];

char subject[100];

int book\_id;

};

/\* function declaration \*/

void printBook( struct Books \*book );

int main( ) {

struct Books Book1; /\* Declare Book1 of type Book \*/

struct Books Book2; /\* Declare Book2 of type Book \*/

/\* book 1 specification \*/

strcpy( Book1.title, "C Programming");

strcpy( Book1.author, "Nuha Ali");

strcpy( Book1.subject, "C Programming Tutorial");

Book1.book\_id = 6495407;

/\* book 2 specification \*/

strcpy( Book2.title, "Telecom Billing");

strcpy( Book2.author, "Zara Ali");

strcpy( Book2.subject, "Telecom Billing Tutorial");

Book2.book\_id = 6495700;

/\* print Book1 info by passing address of Book1 \*/

printBook( &Book1 );

/\* print Book2 info by passing address of Book2 \*/

printBook( &Book2 );

return 0;

}

void printBook( struct Books \*book ) {

printf( "Book title : %s\n", book->title);

printf( "Book author : %s\n", book->author);

printf( "Book subject : %s\n", book->subject);

printf( "Book book\_id : %d\n", book->book\_id);

}

When the above code is compiled and executed, it produces the following result −

Book title : C Programming

Book author : Nuha Ali

Book subject : C Programming Tutorial

Book book\_id : 6495407

Book title : Telecom Billing

Book author : Zara Ali

Book subject : Telecom Billing Tutorial

Book book\_id : 6495700

Bit Fields

Bit Fields allow the packing of data in a structure. This is especially useful when memory or data storage is at a premium. Typical examples include −

* Packing several objects into a machine word. e.g. 1 bit flags can be compacted.
* Reading external file formats -- non-standard file formats could be read in, e.g., 9-bit integers.

C allows us to do this in a structure definition by putting :bit length after the variable. For example −

struct packed\_struct {

unsigned int f1:1;

unsigned int f2:1;

unsigned int f3:1;

unsigned int f4:1;

unsigned int type:4;

unsigned int my\_int:9;

} pack;

Here, the packed\_struct contains 6 members: Four 1 bit flags f1..f3, a 4-bit type and a 9-bit my\_int.

C automatically packs the above bit fields as compactly as possible, provided that the maximum length of the field is less than or equal to the integer word length of the computer. If this is not the case, then some compilers may allow memory overlap for the fields while others would store the next field in the next word.

**Topic № 11.**

When we say **Input**, it means to feed some data into a program. An input can be given in the form of a file or from the command line. C programming provides a set of built-in functions to read the given input and feed it to the program as per requirement.

When we say **Output**, it means to display some data on screen, printer, or in any file. C programming provides a set of built-in functions to output the data on the computer screen as well as to save it in text or binary files.

The Standard Files

C programming treats all the devices as files. So devices such as the display are addressed in the same way as files and the following three files are automatically opened when a program executes to provide access to the keyboard and screen.

|  |  |  |
| --- | --- | --- |
| **Standard File** | **File Pointer** | **Device** |
| Standard input | stdin | Keyboard |
| Standard output | stdout | Screen |
| Standard error | stderr | Your screen |

The file pointers are the means to access the file for reading and writing purpose. This section explains how to read values from the screen and how to print the result on the screen.

The getchar() and putchar() Functions

The **int getchar(void)** function reads the next available character from the screen and returns it as an integer. This function reads only single character at a time. You can use this method in the loop in case you want to read more than one character from the screen.

The **int putchar(int c)** function puts the passed character on the screen and returns the same character. This function puts only single character at a time. You can use this method in the loop in case you want to display more than one character on the screen. Check the following example −

#include <stdio.h>

int main( ) {

int c;

printf( "Enter a value :");

c = getchar( );

printf( "\nYou entered: ");

putchar( c );

return 0;

}

When the above code is compiled and executed, it waits for you to input some text. When you enter a text and press enter, then the program proceeds and reads only a single character and displays it as follows −

$./a.out

**Enter a value :** this is test

**You entered:** t

The gets() and puts() Functions

The **char \*gets(char \*s)** function reads a line from **stdin** into the buffer pointed to by **s** until either a terminating newline or EOF (End of File).

The **int puts(const char \*s)** function writes the string 's' and 'a' trailing newline to **stdout**.

**NOTE:** Though it has been deprecated to use gets() function, Instead of using gets, you want to use [fgets()](https://www.tutorialspoint.com/c_standard_library/c_function_fgets.htm" \o "fgets();).

#include <stdio.h>

int main( ) {

char str[100];

printf( "Enter a value :");

gets( str );

printf( "\nYou entered: ");

puts( str );

return 0;

}

When the above code is compiled and executed, it waits for you to input some text. When you enter a text and press enter, then the program proceeds and reads the complete line till end, and displays it as follows −

$./a.out

**Enter a value :** this is test

**You entered:** this is test

The scanf() and printf() Functions

The **int scanf(const char \*format, ...)** function reads the input from the standard input stream **stdin** and scans that input according to the **format** provided.

The **int printf(const char \*format, ...)** function writes the output to the standard output stream **stdout** and produces the output according to the format provided.

The **format** can be a simple constant string, but you can specify %s, %d, %c, %f, etc., to print or read strings, integer, character or float respectively. There are many other formatting options available which can be used based on requirements. Let us now proceed with a simple example to understand the concepts better −

#include <stdio.h>

int main( ) {

char str[100];

int i;

printf( "Enter a value :");

scanf("%s %d", str, &i);

printf( "\nYou entered: %s %d ", str, i);

return 0;

}

When the above code is compiled and executed, it waits for you to input some text. When you enter a text and press enter, then program proceeds and reads the input and displays it as follows −

$./a.out

**Enter a value :** seven 7

**You entered:** seven 7

Here, it should be noted that scanf() expects input in the same format as you provided %s and %d, which means you have to provide valid inputs like "string integer". If you provide "string string" or "integer integer", then it will be assumed as wrong input. Secondly, while reading a string, scanf() stops reading as soon as it encounters a space, so "this is test" are three strings for scanf().

**Topic № 23.**

In C programming, file is a place on your physical disk where information is stored.

**Why files are needed?**

* When a program is terminated, the entire data is lost. Storing in a file will preserve your data even if the program terminates.
* If you have to enter a large number of data, it will take a lot of time to enter them all.  
  However, if you have a file containing all the data, you can easily access the contents of the file using few commands in C.
* You can easily move your data from one computer to another without any changes.

**Types of Files**

When dealing with files, there are two types of files you should know about:

1. Text files
2. Binary files

**1. Text files**

Text files are the normal .txt files that you can easily create using Notepad or any simple text editors.

When you open those files, you'll see all the contents within the file as plain text. You can easily edit or delete the contents.

They take minimum effort to maintain, are easily readable, and provide least security and takes bigger storage space.

**2. Binary files**

Binary files are mostly the .bin files in your computer.

Instead of storing data in plain text, they store it in the binary form (0's and 1's).

They can hold higher amount of data, are not readable easily and provides a better security than text files.

**File Operations**

In C, you can perform four major operations on the file, either text or binary:

1. Creating a new file
2. Opening an existing file
3. Closing a file
4. Reading from and writing information to a file

**Working with files**

When working with files, you need to declare a pointer of type file. This declaration is needed for communication between the file and program.

FILE \*fptr;

**Opening a file - for creation and edit**

Opening a file is performed using the [library function](https://www.programiz.com/c-programming/library-function) in the **"stdio.h"** header file: fopen().

The syntax for opening a file in standard I/O is:

ptr = fopen("fileopen","mode")

For Example:

fopen("E:\\cprogram\\newprogram.txt","w");

fopen("E:\\cprogram\\oldprogram.bin","rb");

* Let's suppose the file newprogram.txt doesn't exist in the location E:\cprogram. The first function creates a new file named newprogram.txtand opens it for writing as per the mode 'w'.  
  The writing mode allows you to create and edit (overwrite) the contents of the file.
* Now let's suppose the second binary file oldprogram.bin exists in the location E:\cprogram. The second function opens the existing file for reading in binary mode 'rb'.  
  The reading mode only allows you to read the file, you cannot write into the file.

| Opening Modes in Standard I/O | | |
| --- | --- | --- |
| File Mode | Meaning of Mode | During Inexistence of file |
| r | Open for reading. | If the file does not exist, fopen() returns NULL. |
| rb | Open for reading in binary mode. | If the file does not exist, fopen() returns NULL. |
| w | Open for writing. | If the file exists, its contents are overwritten. If the file does not exist, it will be created. |
| wb | Open for writing in binary mode. | If the file exists, its contents are overwritten. If the file does not exist, it will be created. |
| a | Open for append. i.e, Data is added to end of file. | If the file does not exists, it will be created. |
| ab | Open for append in binary mode. i.e, Data is added to end of file. | If the file does not exists, it will be created. |
| r+ | Open for both reading and writing. | If the file does not exist, fopen() returns NULL. |
| rb+ | Open for both reading and writing in binary mode. | If the file does not exist, fopen() returns NULL. |
| w+ | Open for both reading and writing. | If the file exists, its contents are overwritten. If the file does not exist, it will be created. |
| wb+ | Open for both reading and writing in binary mode. | If the file exists, its contents are overwritten. If the file does not exist, it will be created. |
| a+ | Open for both reading and appending. | If the file does not exists, it will be created. |
| ab+ | Open for both reading and appending in binary mode. | If the file does not exists, it will be created. |

**Closing a File**

The file (both text and binary) should be closed after reading/writing.

Closing a file is performed using library function fclose().

fclose(fptr); //fptr is the file pointer associated with file to be closed.

**Reading and writing to a text file**

For reading and writing to a text file, we use the functions fprintf() and fscanf().

They are just the file versions of printf() and scanf(). The only difference is that, fprint and fscanf expects a pointer to the structure FILE.

**Writing to a text file**

**Example 1: Write to a text file using fprintf()**

#include <stdio.h>

#include <stdlib.h>

int main()

{

int num;

FILE \*fptr;

fptr = fopen("C:\\program.txt","w");

if(fptr == NULL)

{

printf("Error!");

exit(1);

}

printf("Enter num: ");

scanf("%d",&num);

fprintf(fptr,"%d",num);

fclose(fptr);

return 0;

}

This program takes a number from user and stores in the file program.txt.

After you compile and run this program, you can see a text file program.txt created in C drive of your computer. When you open the file, you can see the integer you entered.

**Reading from a text file**

**Example 2: Read from a text file using fscanf()**

#include <stdio.h>

#include <stdlib.h>

int main()

{

int num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.txt","r")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

fscanf(fptr,"%d", &num);

printf("Value of n=%d", num);

fclose(fptr);

return 0;

}

This program reads the integer present in the program.txt file and prints it onto the screen.

If you succesfully created the file from **Example 1**, running this program will get you the integer you entered.

Other functions like fgetchar(), fputc() etc. can be used in similar way.

**Reading and writing to a binary file**

Functions fread() and fwrite() are used for reading from and writing to a file on the disk respectively in case of binary files.

**Writing to a binary file**

To write into a binary file, you need to use the function fwrite(). The functions takes four arguments: Address of data to be written in disk, Size of data to be written in disk, number of such type of data and pointer to the file where you want to write.

fwrite(address\_data,size\_data,numbers\_data,pointer\_to\_file);

**Example 3: Writing to a binary file using fwrite()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","wb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

for(n = 1; n < 5; ++n)

{

num.n1 = n;

num.n2 = 5\*n;

num.n3 = 5\*n + 1;

fwrite(&num, sizeof(struct threeNum), 1, fptr);

}

fclose(fptr);

return 0;

}

In this program, you create a new file program.bin in the C drive.

We declare a structure threeNum with three numbers - n1, n2 and n3, and define it in the main function as num.

Now, inside the for loop, we store the value into the file using fwrite.

The first parameter takes the address of num and the second parameter takes the size of the structure threeNum.

Since, we're only inserting one instance of num, the third parameter is 1. And, the last parameter \*fptr points to the file we're storing the data.

Finally, we close the file.

**Reading from a binary file**

Function fread() also take 4 arguments similar to fwrite() function as above.

fread(address\_data,size\_data,numbers\_data,pointer\_to\_file);

**Example 4: Reading from a binary file using fread()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","rb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

for(n = 1; n < 5; ++n)

{

fread(&num, sizeof(struct threeNum), 1, fptr);

printf("n1: %d\tn2: %d\tn3: %d", num.n1, num.n2, num.n3);

}

fclose(fptr);

return 0;

}

In this program, you read the same file program.bin and loop through the records one by one.

In simple terms, you read one threeNum record of threeNum size from the file pointed by \*fptr into the structure num.

You'll get the same records you inserted in Example 3.

**Getting data using fseek()**

If you have many records inside a file and need to access a record at a specific position, you need to loop through all the records before it to get the record.

This will waste a lot of memory and operation time. An easier way to get to the required data can be achieved using fseek().

As the name suggests, fseek() seeks the cursor to the given record in the file.

**Syntax of fseek()**

fseek(FILE \* stream, long int offset, int whence)

The first parameter stream is the pointer to the file. The second parameter is the position of the record to be found, and the third parameter specifies the location where the offset starts.

| Different Whence in fseek | |
| --- | --- |
| Whence | Meaning |
| SEEK\_SET | Starts the offset from the beginning of the file. |
| SEEK\_END | Starts the offset from the end of the file. |
| SEEK\_CUR | Starts the offset from the current location of the cursor in the file. |

**Example of fseek()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","rb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

// Moves the cursor to the end of the file

fseek(fptr, -sizeof(struct threeNum), SEEK\_END);

for(n = 1; n < 5; ++n)

{

fread(&num, sizeof(struct threeNum), 1, fptr);

printf("n1: %d\tn2: %d\tn3: %d\n", num.n1, num.n2, num.n3);

fseek(fptr, -2\*sizeof(struct threeNum), SEEK\_CUR);

}

fclose(fptr);

return 0;

}

This program will start reading the records from the file program.bin in the reverse order (last to first) and prints it.

Check out these examples to learn more:

**Topic № 12.**

Functions fread() and fwrite() are used for reading from and writing to a file on the disk respectively in case of binary files.

**Writing to a binary file**

To write into a binary file, you need to use the function fwrite(). The functions takes four arguments: Address of data to be written in disk, Size of data to be written in disk, number of such type of data and pointer to the file where you want to write.

fwrite(address\_data,size\_data,numbers\_data,pointer\_to\_file);

**Example 3: Writing to a binary file using fwrite()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","wb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

for(n = 1; n < 5; ++n)

{

num.n1 = n;

num.n2 = 5\*n;

num.n3 = 5\*n + 1;

fwrite(&num, sizeof(struct threeNum), 1, fptr);

}

fclose(fptr);

return 0;

}

In this program, you create a new file program.bin in the C drive.

We declare a structure threeNum with three numbers - n1, n2 and n3, and define it in the main function as num.

Now, inside the for loop, we store the value into the file using fwrite.

The first parameter takes the address of num and the second parameter takes the size of the structure threeNum.

Since, we're only inserting one instance of num, the third parameter is 1. And, the last parameter \*fptr points to the file we're storing the data.

Finally, we close the file.

**Reading from a binary file**

Function fread() also take 4 arguments similar to fwrite() function as above.

fread(address\_data,size\_data,numbers\_data,pointer\_to\_file);

**Example 4: Reading from a binary file using fread()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","rb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

for(n = 1; n < 5; ++n)

{

fread(&num, sizeof(struct threeNum), 1, fptr);

printf("n1: %d\tn2: %d\tn3: %d", num.n1, num.n2, num.n3);

}

fclose(fptr);

return 0;

}

In this program, you read the same file program.bin and loop through the records one by one.

In simple terms, you read one threeNum record of threeNum size from the file pointed by \*fptr into the structure num.

You'll get the same records you inserted in Example 3.

**Getting data using fseek()**

If you have many records inside a file and need to access a record at a specific position, you need to loop through all the records before it to get the record.

This will waste a lot of memory and operation time. An easier way to get to the required data can be achieved using fseek().

As the name suggests, fseek() seeks the cursor to the given record in the file.

**Syntax of fseek()**

fseek(FILE \* stream, long int offset, int whence)

The first parameter stream is the pointer to the file. The second parameter is the position of the record to be found, and the third parameter specifies the location where the offset starts.

| Different Whence in fseek | |
| --- | --- |
| Whence | Meaning |
| SEEK\_SET | Starts the offset from the beginning of the file. |
| SEEK\_END | Starts the offset from the end of the file. |
| SEEK\_CUR | Starts the offset from the current location of the cursor in the file. |

**Example of fseek()**

#include <stdio.h>

#include <stdlib.h>

struct threeNum

{

int n1, n2, n3;

};

int main()

{

int n;

struct threeNum num;

FILE \*fptr;

if ((fptr = fopen("C:\\program.bin","rb")) == NULL){

printf("Error! opening file");

// Program exits if the file pointer returns NULL.

exit(1);

}

// Moves the cursor to the end of the file

fseek(fptr, -sizeof(struct threeNum), SEEK\_END);

for(n = 1; n < 5; ++n)

{

fread(&num, sizeof(struct threeNum), 1, fptr);

printf("n1: %d\tn2: %d\tn3: %d\n", num.n1, num.n2, num.n3);

fseek(fptr, -2\*sizeof(struct threeNum), SEEK\_CUR);

}

fclose(fptr);

return 0;

}

This program will start reading the records from the file program.bin in the reverse order (last to first) and prints it.

these steps before we actually start learning about Preprocessors.  
[![preprocessors](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcoAAALSCAYAAABd8ZG3AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAFVkSURBVHhe7d1PaBxpYv//x79D8CEs3iEHGc9Bk5XMrDHEMz+MJ9JhRwwL2zLs9ELi3Zz8B9KKT9IeDHswI3swJMGHSIfgVR/857TBSYgISL3Lsqz2YO0Iw1gBYwZLEw1hjHUIM3McctH3eaqf6q7nTz1V3V0tdXe9X1Az3S2ruv60nk89Tz3P08cOJAEAALz+P/1/AADgkVqj3NjY0I8AAGXw3nvviePHj+tnaFFBmbS4uKiCk4WFhYWlhMuVK1cOvv76a50IUIwa5dWrV8XDhw/1MwBAGama5e9//3tql1rrHqVqaiUkAQCffPKJ+OUvf6mfoRWUv/nNb/QjAEDZ/eEPf9CP0ArK7e1t/QgAUHZkQlsrKL/99lv9CAAAxBhHCQBAAEEJAEAAQQkAQEBHQbm4uKgmKGBhYWFhGeLlwYMHulRHHtQoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKIfV3pw4Vj/mX37X0P8IR29XLP+b5xwN1Hmyt3FO8AkC2gjKYRMH5G/r+gWPz2cHrCAuozh8JsXCV/olG+cJGAoE5TD5ellMhwLSpgpiCuEj0BBzoYC0cZ6AgUZQDg1ZQ/ndgtjUz3L7/I5Y/lo/xiFQNclZ0cHlTJMMy+lnu/oJgEFCUA6Lr9fEY6uGMnV+RxzUDszlr5fElP5506ZY+JTaymHZfXbZU5OsiXX7PP2wpn/Wtvn0LvcGgQFEUA6r762LJ+9M6CcJ350XT+yw/PqlrOeE7T6bbt4vs5b0Wo5qXkz8239b9rxHVicRax2q+VE1Lydfq0+n1ogbv0v+u/aSXTOzt0svPTd/NsTdp1adX56ng9qKqOinLW+teC5q6mJ1Tz/06PwcmdzfTz+26fp17IDBRVAOi++eFmf1w0ioqU6FZbL28lfzwhOpTbpz0KRdwGubTyflz7spULuxKub+1W5ePitOf1c/1OICf/Zz/YIltM3N3025f6g718wFwipob9VqcpU1yQ+ciGyT5+nR+WZUxq0DK29FT009n6PmBYn7+5ti4V9VyK3p52F9PXbAACMoh0ZFVL+nH2rNArKHK3pVAOfqHNQsUPteCH5ed+7tTZ2/YdTGVGGdFhgmtc1meOT93fpvu9vX3W+e60fa96puTdIy8c6TKCC9rQNKz+coxz3TzxcyOx71+9gBg4ygHCKVD9ZlHSWFvqKPl+zCStYy7AI4aiZs10TXrWCu//YwxtdNiaW/bm+DGSBu02bth+1/e1Czj0/i/uzXy+Ky8bvm+9jNoN3s685X5rZNvTGpH3WrgHO0d9cJQeOYee6VOg7h2AGDjKAcKhWx4oSBn7qyDwXm7rM7Zi1DFcBWM2HlA7sgros7fe6ZOXX+kZi3mlpj9jar5kqzqVIen7jQfmNJ7KhCXO9T49Nkk64q6J+Y76Oaq43QCN8vdO2Kl1bT59kTqQ3euRRxjhr/bQatc8zUvdKMsOz/sQMGG0E5dFRYqiv5/IHp3svcFWufWzWEd/2NhJV3zdrC5udr8rf7ZUpcGk8PF7PGlvJv4/uzxn1ZK8TeuCQu+sL4rapxTOv/3Vu96Pk3vRypIs6RHd41cdPXxGvtt+lojh0wSAjKoRUHpl4CtQJ32MGOeGE0x7kdZlq+e1FcekM/Vr56IX+7XwLb4RT6oX9rs/b3qwUxmWimbi/WvbwcvYXbJjrYnjyKOEfWOt44I/yNwZPiTPL3DYdx7IDBRlCOCtWE1gpOu7aZ0RSWWoAOEjs4Bt/mVzkuKeIpCb3DaxKG4hwBo4mgHApZ4xFtsrZp1TCDzYB9rSUWJVTrGQyVP7dq9Z+vZnZqad1D1DW11CE/RZyjoTjPwOAhKIeC3axXF7MZw0GcoQoGO3SeOx1RWuwZgTqq2XRYCwyu2z4GgW12WPsbd/TJWkLjT32ce30Z50nWJs2xoMn7rkWco7zrCJ2nQzp2wAAjKIeEW1uZTW2uUzPW2GPezB6YE+Li94zuH6nT3Jk9HmVR/r2L/gLQV1txBuD3ZvINc5sff+Hb+7j2nRxDaYXsV4/FWu6Q7YQ71rU5bMdtAYgG79tDP4yOMkWcI/viIuWYBc/TYR07YHARlMPirRtiyagdSCkdK9wZa2qias34MvHOTbP2owp0q/ajAtdcV7LXpF1bsWpPnX7TSQ72NqsJF+ymysbv4pljmgPw45Aye4aqn9kz2SSat7uZvEHzj3WVx8Y6R+7g/Smx9IFZC+v9HNn73TxmxpChHBMaHNaxAwbVsQNJPZiZmREbGxvRi2kWFxfFrVu39DMcOhU+zhRv2dQA89Sp0XKHmTt+Lv8sOTE1OXhy3lM1tVqit6Rq1stosuv0PdW4wXjSAjdUwlKPWyZrv3JIbqehx3OkdLrf7nk6zGOHw/Dw4UNx9epV/cxvfHxc7O0xIFahRjlM1BhBZyLtsGCBlWOweZO/AJ5455FbyzXUxJKey7Qoasq3nZzrtMPHHZyfrreCXg3d2ck4Nm3qvVKnsOvxHCmVD7K2Jfs8Hd6xAwYPQTls4gH1GYGpCivVqSKzwIqHlaQUxs31+AtgGVti/q8OvMHV/L0VcVE/L1I8P2pqwa2nefOFjyrwQ5M1qHDNddwyNY/NQSAwc79XT+dI0dvi+f3mNuQ7T4d37IDBQtMrAJQMTa+doUYJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBeWTUVzGZ31GYa3G+7y/xXYDRYn9JcNbPi5TYJ76XEF1QX+fV/88p0BmCEoVp/K79HYy1P09+myGQT+XP4+8msb4IHDhCBCWK8fWyuNP6Yt+aqPJVS+jGW9X213h9fkcsf60fA0eIoBx68fcexov5zfSHpfHpgtjUj8X3qkeyDRgFFVFtfc/oplj4lFoljh5BOSjeWBI7rbALLB8MYAQZtUmaXdGbdvOrRK0SA4CgHHpFddax16OXHPeJdr943K5NOs2uZqel6We70au7z6bN95HLXPA7Yq3OT2q7ZEBPJ1+rT3sLVd97qSXellz25pzfj7fXXH/y+Be/zWrxHidrvf5tS/n9wL71ot0xx1wyj3uy+VV+sh5/0cF5AvqAoIQuTCfFwlf6haTPZ6PCLb3g3BVrn7djUrxxRkzqh35rUXhMPk38jlb/rSxI/21ZrjGPVTH3r4nm3shZcfq7+qGiA8D3Xsrm00n5c39QtekLiN/G3ZTaou3tqMNJjm3WgZe2zUr0vlkXRN+kr6e93UXuW1sczrOJVoak7OM+Kc68oR9Km5+v5fxMAP1BUJacKtRChXJMFZz+msyaeJwI2KnvXRQT+rHP5tOFVs9Yr68WxGSeAvrzurOeqfM32vdGVUh6AsC1KRb+Nf1CoPG7lAuImLyQyHP8IlnbrGqgTpCmqYs7gZpZXR7n4HqiC6Dsfeu0Zpn389Q87mlhOWFePHz1WKwFL2aA/iIoB4UKCHkVHjdP+ZYimsMMsvZy2SjUpsTSXyfuh/71knylrf5bTy3mmxdGgXz2RCgm22o/TLzPDxP3pJTcBbS5vU/eid9bBo4dkt9bb7+fXNZbHUaavPsmw9auFQW3O5e0bZb2Vs0gte5b75xPno08Na2aWG/9/o5YStTS2pLb4/6b+n93UqtsiLtWSBrHq7aeaFJV0jvrTL6R3NdN8eIb/RA4AgRliRk9VaMC84mYT17Jf3dePDHCoC5WrQDb/ea5fpSfKjxXkvcx31pxQiBPAT11/pG5vdrusztm4KiQtDpBVT6ww9KtoTX+2wzbqfM7znZ3GpZp2xxR62uFlTwfH8wbtfOJd25aQROizmeyB/SEmP//3d+u/TB5zuW/+cC8OBJfv8zd7Gkfd+d4ya1ZiS++4ouAlM5pEyfO6kdNz7+h8RVHh6AsrV3xMtmc9cYlcdFXgBsdK9wA2/nKrJGeOaEfpvKPsXRCILOAnhKXxn21V+ueqQqMd/2FceVdMxTMGpp1fOTW3UzW/mLW8QlL2+akeLiPddEiJSd0iHz1Quzohw7f+TxxxtjftHPRLfuz4N1XdfGlAvKvzIsAh7Wtm1+l7inQdwRlae2IF8n7U6lNv1bhbASYHSY5pHb2MTtwBEMgYnWCabH2K/XfSd+9KC6lvqe1nrzbHRTYFpvTOza9c4zXd0+Hg0jx7ZP8PbMul5f9WehgX4EBR1AOihzjKM1mrEE0gIVjZi/cwdIazpGnU0+v+5YnTHOzL1AK1kETMFA0ghKjLbNmOjiCPUajCym7M8wg6aRmDQwXgrK0rIIt78xAxr0lqxu/eJ7dFJsaXHmbOrXcTaGBbbKGtpjrzNsU3EFNKrhP9r3VZqcn/3EfRF18FjpRaO0X6AxBWVpHNVbNP/7P6anadcE4IS5+z+gGkjoEwez1K6wxoHbBn3O7u2ZfKCyJG3ZT+9cvZfwMLntIh39GnXgGqKyJHoDBQVCWmNnr0zcAPDGtXcokAN2Md1MzsxjTmO3NWU2O6T1V83B60KrB9db2q+nVzM4xbq9Wp1es3G5jfKez3QX6akHcTb6X6tyTezKCfrGnOTTHntrH3TnPUnsCh+ZED6kzDFnjc6fe6OluLNATgrLMvjsvbhpjCePCK14SM7dEM7m4kx7Y493yak5jpt/HmRzgZvpYw1wqYsUziUF7v+yQtMccas7xkfXKaPq4lO3uSfJbM5qM9/KF5MDdf62IG/akCMnzLBe75645M1GbPT4370QWQD8QlCXnDrxP50wUoFjjCDMHhr+xJNatwtSg7pUW8Q0puScDUCHpjlmMVT5Im9Gmaer8evDnnah8kNVZpybWjX0q+D5gASbeeeJMHpFGTUhgzEyUYI7J5PtNcbQISkRh6U4v1qYKNNWhxD88xez0kmcC60lZmNrT4ylR55UiO61EM93IdaYEZrOzTHpINjUnAHALfxWwagq6IpsEZU1Ybq/vwqW5rbLWawzET7//epRUWKrjnnoBpqcTTAtJ1cRrXAD0OgwG6NGxA0k9mJmZERsbG9GLaRYXF8WtW7f0M6DJHNag5hdNNmOqr5pKTFqgaowD34OzE+q+XXJycXv/0TnzMxOqeaI7Dx8+FFevXtXP/MbHx8XennWvpaSoUaJnZicOdz7YYdUa/B/8NpMOh7UgmzE5fJ5p/4D+IihRALMjyshNYN3qCOT20LTnX836mjFkMzry9NyxC+gdQYlCJIdSjMoX7brf1lEXs4kenG4vTmo/vUtOvNDbMCGgKAQlipEcSmGPARxanmEmAeZXVqEre3fb93upTWJAEJQoTLJW2dkX/g4w3XM2OORB9+Ic/EnrB1/7O0CpTWJw0OsVAEqGXq+doUYJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAQEcz8wAAyoGZedqoUQIAEEBQAgAQQFACABDQCsrjx4/rRwAAINYKynPnzulHAICye/vtt/UjtILyBz/4gX4EACg7MqGtNTxE+Zu/+RvxL//yL/oZAKCMVAvjH//4R27JaUZnngcPHohf/OIX+hkAoGx+9KMfiUajQUgmGDXK2DfffCO2t7f1M2B0/fznP8/8rI+NjYlf/epX+hkwutQkA2qByRuUQFnkmZGKGUqAcmMcJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABxw4k/RgonZmZGbGxsaGf+Y2Pj4u9vT39bJDsiuWPJ8XCK/00j1NLYuejeTGhnwLIRo0SKJNXC2Jy7piYbuzqFwBkISiBEtpcnSQsgZwISqCkNlcvi+V9/QRAKoISGCFT1R1xsHLgLtdr+l8kbYrHz6hVAlkISqAMzq2Ig9tLYko/jW2+3tGPAKQhKIGyGLsoLp3Sj2NfvhTtOmVDzM0dE8day5x8RYjdxnTiNbVMpzbZuv+2uYTvh/rfN/rJ/eTrerkf/9Snx33YXxbTxr+Ll/Y25VLQero7nm3e4xcvwePYVsQ6Ij0dk+7PaxHbT1ACSPVSFkSTq5v6WeysOD2mH8Z0Iej+2ybVeUgVTHPb+oUs23PRv5/d0s+TtmY7Wle+fdAF8eKC8O9BXcyqn2cW6jnXk1VA93g84wDxHr9YxnEsYh1NRR1bU9Z5LW77CUqgPLbvumMu3zwdGFNZFwuegnqqekNU9OOICrXUQtBUv5cn4GTBea+uH6fLu67MfYhCaVb+yzxUoZ5Wo1aBkHM9soBOrRX2ejzl76cFrE/f1qEUdmxtGee1qO3XCEqgDFTh6wmf2rtG5PldWDc6Bj2pJKNVhoO9Xuvf71TNO6P1e3lrDlNi6XZ7Pb57rLnXlboPu2K5bodS1vtuioX6cqLJuqlx3w6EmlhPvOf6Bf2y5u913OvxlPvzn9ZWXG//bnNZl1tmqv9ncn+KWIdS3LFN5T2vRW1/G0EJjJC4Sc5ZvDW0mqie0w9TycL+WnqY7jbumOGgCi7r309UnlghURd3Mu+xqQL1iZhPNo+OzYsnTsGaZ13p+7DbuGzVsnO+76sFcTn5vrLmdMdo4lPrWTFq3pVrduEsQ2HdjPnej+eOeGHsj+8cV8RKvD9qpiYVHB8lZ2sqYh0FHttUaee1mO1PIiiBkqpdNwtyrwvVwL/ZFWtPzfpCWg218q4VEVm9bS/cNAvUmCxYb9o1s8x1pe2Du/1T1Uep7/vIqsltPl1r1UB2nz02a06nLomLznoqohpve1wTMgr6fhzPlPt/KqAywqGtm3UUd2xTBT+bSb0fA4ISKCHVFLWSWZuUhdvJSf3Ix75yl0XSPV2DtRe7Rru1ahZallCT8ORJs1A1e+660vfB3f6zJ9OLzImTZ/Uj7dULuYamnddmKKTd+61ckwWzE5CxIo5nIowNcVjES+heYBHrKO7Ypkk/r0Vsv4mgBEoknpAgT0gqocLtqHRaqKbuw/5L8Vw/bJoSZ3w1ntjYGbOJUP72y5SCNnyB0V+VaztiyR4G5NgUC4s6MDw9cHteRx+PbSz02SziGCQRlMAISZ2ZRy9mRxz0y9FO5DAh5j9yO/2kUkMkPrY7shSxjqNU7PYTlAAK4/YuTFty3B9NsfvarKuIU2dEV/W3sdPCrJtuihehWsz+C/M+pG88acF6OZ6q00/r594pDBNeLYi7nuERXa9jQI5tEcdAISgBdGlSnLGat56/LqZOUf80vSks7/3AbJ1tfyigc983VcN0VFOft/bSv+MZTWEYB0ZKaGS+V0frKO7YFqaHY0BQAujShLh43gyIzdW7wU46uW3d8Xe02LeHYfRyP9C3/SnfqCLf97I1gH3q/MVWQE+8c8m8x5ZSO2l8qjvhyJ+r7wU1e2L2fjzzTOkWOXcj9R5eEeso8th2qpjtNxGUALo2UblpjQ1UPQutbvjyWWuezpxza6qmOtXRwpgtRRao086MNTVxs4f7ru72q/e1Clbf+55aEo+S7zvmDlup3zPXowpwezo1e5ajXo+nf3/s35ecWZqmxKV3mvtTxDqUwo5th4ra/qRjB5J+DJTOzMyM2NjY0M/8xsfHxd7enn42SHbF8seTxh+76szTfYcddwq2XMNIUmb9CTG3033fvNzt62IfvAEcombc8d1j7XA/1ED3jzxj+Ho9nl38vjOxQRHrUPp4bIPntajt16hRAuiNuveT1VEiIU+Y165nd+/PFeJ5RAPP3SnN/NIKcqUiVjpZjy8klV6PZ4e/7w2IItahFHZsO1TU9msEJYDeqYJpJdwdXxXo6t/kq/E2u/d7CztVqMn1FBKSLSrkVCePtEJdFeLq51kFuV6PPS1bSzzXacZ6ej2e+veDYRFP3ZYWEEWsI1LUse1QYdtP0ytKbribXkdFl02+wCGhRgkAQABBCQBAAEEJAEAAQQkAQABBCQBAAL1eUWr0egWQhRolAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJUrrJz/5idje3tbP0u3v70cLgHIiKFFaJ06cEN98841+lu473/mOGBsb088AlA1BidL66U9/qh+F/fznP9ePAJTRsQNJPwZK5dtvvxVvvfVWZrPq3t6eGB8f188AlA01SpTW8ePHRbVa1c/83nvvPUISKDmCEqWW1fz64Ycf6kcAyoqmV5TeyZMnU5tfaXYFQI0SpXflyhX9yPT+++8TkgAISiCteTVvr1gAo42mV0BSvV+/+OIL/azp9evXjJ8EQI0SUC5fvqwfNalmV0ISgEJQAtLPfvYz/aiJZlcAsdSm142NDf0IKAdVq/yf//kf8Sd/8ifi3//938Wf/umf6p8A5aDGDavxxbCooExaXFxUwcnCwsLCUsLlypUrB19//bVOBChGjfLq1avi4cOH+hkAoIxUzfKPf/yjfobWPUrV1EpIAgA++eQTsbS0pJ/BCEoAAJQ//OEP+hFaQbm1taUfAQDKLs+XmpdFKyjVVw4BAAAT4ygBAAggKAEACCAoAQAI6CgoFxcX1QQFLCwsLCxDvDx48ECX6siDGiUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAUMUlA0xN3dMHOtymdvWq0GHdsXyx8ljOSfPxGEbhG1AefH5KztqlAAABBCUAAAEEJQAAAQMcVDWxPrKgTjIuayc078GAEAHSlqjdDsGTTd29c/aGvfNf3Ps42XR/Ffm78e/u9uYNv+9XPJ2IvL9brz41+HfBrE9Z/xutNzP7nrgvv+0WN7XP+yI3fFBL4e6DSn2l8W0sf720mlnr7Tz5fsctVmfu9bnKSmr44i1DnVcnf3yHzfn86yX8DbHuj+vefWyfd2dD1Mxn7/+HyccvpIGZUWsXK/px02bq5fNPwpZ+NzZ0o8jsgb70byY0M9Ma1HhNbm6qZ+31e/JPxJvgajpQs73u7FoHZk97Xaaf6D36vp5wtZs4PebBa/7/ptiYVH9ga/p59maBc2kWHilX0iKtiEc+kVsQ5qoEF5ckGv0yzxPMX0hkna+Nlcn5c8LDvigVTHn7NdZcXpMP5TiAJg1Ps9tWdvc/XnNp6ftK+R8FPP56/dxwtEp7z3Kcyti/YJ+HJF/FOtxlMirwrpZ+NSur8h49dtcXRCeeGp7tSAmvVeU8g80UHib6uJO4Op4c3XW/wfaUhezzjaoq9/Z8LZvLWSst0kVEmmFVZIKJLOwKG4b0qhtSyuEDannSVOFsu9CxNEsYA+lUNyqO8duqnqj9VnNe16a2+wGSvfnNZ+etq+Q81HM56/fxwlHa4iDUhb88gpNXaVlLWnNL5Vr67KemLB1J/pD3G1cNv8wLqznusdZu564L2rVWNUVpfMHsr1q/oGeWhI7ifuqO9Up/YOmzadrGTWeKbF0u/375oWA9OVL8/e37zoFQHAf0sha8WWjkDC34+D2knylrX4vUbstahtS7Yq1p4lts46xvW3xZ8AlL2rsQll+LlrrkYt9vI397CvzeD+pxO0eDXHXKryNY7tiff5VoLQuFqVezmsuvWxfQeejiM9f348Tjlp5a5QRuwlW/iHWp60PfU2sX0urS7apPy4jTGWN1Q66+qfWn4f8NwcrO2LplHoi/7hqZtPuROWmVVCE1a4/EfOJJjfnQuDVC7GjHyqNT82CZqq64+xDnoKisZ6sFatCwtwOMTYvnhjrqYtVfdFQ1Dak2xEvQrUBuW2P5HlqF47Wtmu7jTvmRY0qlK3PReWaXTiHWwGKMlV9lGubnWOrPv9xIR5fQCT2qZfzmkcv21fU+Sji89fv44SjV/KglOQfgvHH9Goz8aFX4ZPe5NpWE1XjD7zJCTq7RheZEPMf+Qvoxn2rScgKOpNvGybFmSiEfXbFyy/1w0hN3GzVRBLOVc19cFjrOXVJXPQU2vZ6mhcNRW1DiHUMVPNq3Nqgm1knKk+sAtpm1UpVYTjr/1RUZs3aQ3YrQK+mxKV3/HfOd16b2+z9d6oQVwHk3H/v5bzm0/32FXU+ivj89f844egRlFLlWlyrs+RschWnzsji2McupANBt+/2yMx1Xy2Wug1prJpW3n1wWOtJBpGxWKEfXTQUtQ0hE+LiebNm36I7WDSXUIcPu1ZqdpYxjF0Ul/Ke80KkbYsdAoFt9urlvObRy/YVdT6K+Pz1+zhhEAxxUOYfR9m+Z5PGX5hOnewserqhOgFEf0h5OvV0HIZQVI3Rvl/lanb4yNWNfyjOgx0mg6bA7ePvAn1GjVJxbsY3OUNGChbsKRfdk7E7M/RR32s+OfRxG9T9KnXRlBmYvk5XtkE4Vpl6qYUfhgK3r6jzMRTnFUeBoBTuUJA21bknx9i61D+wUNOOfZ9F1pGTve2ce0ZFswuq5+Kl96Ig68rfWo/dqzRtifavqG3ILw7MaLF7vGru/aO82yntr4nHqec8jw73NXX9E+L0m/phJLDNXr2c1zx62b6izkcRn79+HycMgtIHpT0URPV6Mzv3LIjLmT0X/b0bnZ55b55O/HHYIbokbtj3Q/dfyj/dfrELqk3x+JlnP+0hLA5rPa8ei7XcBV5R2xBgz1SUbFqNO4qkBGab3TRvDaNIMHtAys/T+YuJc27xXWD1sq+WyZPmNnuPrbpQjGaSse/R9nJe8+l++4o6H0V8/vp/nHD0hjgo84+jjBbfvSdZiBpNnzKsHlUm3J5yOZpg1QwgxnhNe92BnnkRGch3k01++8tiOvdkBN1x93PSbHbMOaDbXI+612cXunFh556HorYhld1jcWvWGVe7++yxWZh67k07PZhVRyBrX9TsP2YHLLsXpV2DsSaBUOe8l3212NvsfEalxv14Jhl9jzYxg1Mv5zWPXravmPNRzOev38cJR+/YgaQezMzMiI2NjejFNIuLi+LWrVv62WFT00xlzKAR4oyzcteXHAvp3D9UTSqt5pIutsUzzsv9Q86iOjDFw1WsbTC2L6b+QJNTaiV/v6m3bWjrdD3JY13UNqTJP/uLElh3R6HtGU8ndbYtir09ec57W6fvp1pUkp3fejmvefS0fQWcD6WIz1+/j1PRHj58KK5evaqf+Y2Pj4u9vT39rNxK2/TqjFG0hoJMVB6ZQ0ZUt++0q0FZWK1bkwsYVGFmhaTiTAjgkH+QxkDlTu8zZUsdGtNSE0uhfdPcwd3p7EKiqG1Io3q92pM/+KnCNBDAuSc/SC+Unc+Vo7d9teXfdzcklV7Oax49bV8B50Mp4vPX7+OEo1XOoJRXoubVnwwkJ8gmxPyPrT/CQI/ISfkH77vXpf4o0m/cV8TKiv8PLPo9ddU6diaxzs3UezHd0xMeeAocVTCpbbion2dpdpRJD//m+nyFRHHbkEYVyO1ZkFzN90kvTFtU4azua6YU0M3zFlpPc1994RCf81731dbc90BBrlo75M/ThlF1f17z6Wn7ej4fSjGfv34fJxydIWp6HSSdNX8BwCCh6bUzDA8BACCAoAQAIICgBAAggKAEACCAoAQAIICg7EpzWEfULV0t9HgFgJFFUAIAEEBQAgAQQFACABBAUAIAEEBQAgAQQFAOHTXPrP5uu+Ty8bJofpNf4rvvoqX9/YJNWT8vSmI7+Q6+krI/q+ZnTX01VX8/g0AxCMphor5/L+17MN88PVBDVJJfY1Z7N/WLq1BilXfj79mwvsAaGDAE5RBpfJr+JbW+b+U/MvvL4k7ra8xqosrXCsHnXLX9lVRbd8Rywd+1ChSFoBwau+Lll/phRH0ZbXvSg/Z39env1mtNiBD4IuI+aawviNZ31l+oHvr7Y1hURLX1HZT9+K5VoBgE5dA6K05nfcnwUTBqkzS7Iqzd/CpRq8SAIiiHQLPTw6RYeKVfiNTFbNxJotWRRymqs469Hr1k3Evaffa4XZtMbXY1O3lMN3Q3pMa0+V5ymduOfuRhdRRR2yVDejr52ty0t+D1vY9a4u3IFN0rNn833k5z3faxL36b1eI9RtZ6/duX8vuB/StcsvlVfnIeP8t5DoBDRFDC0SxM7WDWtmYDBeeuWHvajklx6ozId+d0LQqQydXE72r1e7KgNi4E0qyKucVEk2/EqnXrAPC9j7K5Oil/7g+qJn3xcM+9VxxtZ8cdUnJssw68tG1WovfOuiB6nb6e9rYXvX95TIozp/RDafPpWo5zDRwughIGFZKhQjmmCk4nLPfXxONEuE6dv5irJ+7m6oK/J2/s1YKYzCqkt+rOOqaqN9r3R1VIegLAtSkWFv0XAo37KRcPMXkRkefYtWRts6qBOkGapi7uBGrEdXmMg+uJLoCy96/4muWEOP2mfqi8eizWaH7FgCEoh0DlmuqUsyOWElfeqllzPe6w81FB314iay+XjYLe7DB0cHtJvtJWv2fVYvZfGIXx2ZOdbVXteuK9rifuXSm5Cum0Dk4ycOyQvLDefi+5rLc6lTQ5+yaDdjZx71UJbm9uadssba+aQXpqSezE7yeXnWrybOSpjSU+M87nKZbcHvff1D8tvlY5eTK5H5viBUGJAUNQosXorRoVmE/EfLIZcGxePDECoS5WE+G1+/q5ftQ5FToryfuZ51acIMgqpKeqj8zt1XYbd8zAUSF5zexkpC5GzLA0a2j20Jyp6o6zvd2EZdo2R9Q6W2Elz0fNvCCaqNxM3N/Los5nsgf0hJj/sfvbtevJcy7/Tc28OBJfviy8aXTi5Fn9qOn5axpfMVgISmjW8JNTl8RFXwFudL4ww2vntVkbPZMWAA5/px8nCIKF9JS49I6vBmvdN1WBMevviVuZNUOhXUOzh+bUxM1kzS9mHZtsaducFA/3sS5apOSkDpFXL8SOfujwnc+xM8b+pp2HvrO2Y/N16l4AR4KghLYjXiTvT6n7gnOqk4i9WIVzK7zsMOlAaqcfs6NHMAhSh8tY+xUaVjN2UVzyvp+1jrzbm6mDIT5O79hjTlNwUJ6Zm3z7NXZabiVQbgQl+qSDEDhMuXviDobWcI48nXp63bdBmQaxD827QC8ISpRLsFY6WII9kKOOPesdNvUC6AZBCc1qNrR6WKYurR63Vjd/8Vy8zNt7MTW88jZ5SrmbQwPbZQ1vaa8zbxOw3cybIVgDtO+tNjs8ucd9BA3YBP8AQQntKMez+ccAOr1VuypAJ8TF80ZXkdQ5Rc1evyIxDtS+CMi5vT2xLxKWxA27o83+Sxn7APqNoESL2etTDby3Z6lJTGvnmQCgl/FwalYcYwq57Tmr2TG9t2oWp/esGlxvbb+aJtDsHGP2bHV6xMrtNcZ1OttbsFcL4m7y/VTnntyTEfRTAVMmWuNvB+qbcACJoETb2Ly4aYwlbM5S0y4EEzO3RDO5mDPY2OPhOtWcQk6/lzNBwM308YaZKmLFM4FBe7/skLTHHErOsZH1ymjquJTt7VnymzWajPfzheQQ3X9NssffdjpRBdBvBCUM7sD7dO4kAeY4wtwDx08tiXVrcgGDul9qTRDQsdwTAqiQdMcsKpVrabPZNE1V14M/71TlWlZnnZpYN/apg/vCA8Qcf8v3l2LwEJRwNKfMSy+k1aw0qkOJEZIRs9NLJxNcT1aeOFPkKVEHlqI6rkQz3cj1pQRms7OMPySbmoP/7RmDmuGqpp8ruslQ1oTl9vouXJrbKmu9xmD9YfxOR3uiix6HuAB9cOxAUg9mZmbExsZG9GKaxcVFcevWLf0McJlDGtTcor4vjlZfN5WYuEDVGEeiF6e6X5ecWDxt/9FmfhbURZgx3y364uHDh+Lq1av6md/4+LjY29vTz8qNGiUKZXacMeeCHWatgf/BbzHpYDgLmoyJ3/NM6QccPoISBTM7oYzcBNetTkBu70577tW8XzNWZkZHnp46bAH9Q1CicMmhFKPyRbzuN3XUxWzcA1Uvds9ZakdZkpMqdD/8B+g3ghLFSw6lsMf/DS3PEJMA8+uq4LV9t30/l9okBhhBib5I1ir78WW/R0L3mnV7vSboL4R2ewTD1v6OT2qTGGz0egWAkqHXa2eoUQIAEEBQAgAQQFACABBAUAIAEEBQAgAQQFACABBAUAIAEEBQAgAQQFACABDQ0cw8aqYGtQAAhtf+/r747LPP9DM/ZuZp6ygoAQDlQFC20fQKAEAAQQkAQEArKI8fP64fAQCAWCso3377bf0IAFB2ZEJbKyh/8IMf6EcAgLK7cOGCfoRWr1elUqmIX//61/oZAKCMVG3y2bNn3JLTjM48v/rVr8SVK1f0MwBA2bz33nvi97//PSGZYNQoY2og6vb2duaAVGDYPXr0SHzxxRf6md+JEyfE/Py8fgaMJjVu8ty5c9ECkzcogbLIOyMVA6+B8mIcJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJVBKDTE3d0wc8y0fL4td/a+QYXvOOn5z8sha8vwbDDSCEiiT/WUxHRXWs6KuX3K8WhCT6t8QmECEoARKYrcxLY4tLohN/TxTFJjUfgCCEiiD7TkxuZo7IhPqYpaaZbpzK+Jg5SCxrIiK/hFGB0EJjLyGmLvna2itiXWjkD8QO9Up/bMEWbO8u60fAyVEUAIjrnHfvR85Vd3x1n4mKk/Ewe0lYcdl/T+pVaK8CEpgpDXE6pZ+GDu1JB5VJvQTj7F58ciuWb56LNb29WOfViche8l5j9P+/VZz765Y/jjxul7m7Bqu9/3T3tvu8dv+d437ydf1cj+wB33o0RrdSzbW2VymG6FLFf8+ueuaFsuh8wgvghIYZdurTm2y9uN5EYjJyMQ7l3Stckos3VbNsk/E/Fj0gkUX0KmdhOpiNlFwd2InKuQnxcIr/UJC/Z5cpw6wKNy87998bydUfXTgzdoXFcrWbPSzXOvphQ77tHvJm6uTHW3HS3n83HWdFae95xEhBCUwwnZfP9ePYlPiTJ6CUtYqn0T3LdMCUooK9sAwE4MKrQ5qM68WxGxW5yMdYN5wS6jfy3pfuW3ee7gmFc59C0sV1Dl7JOfbjrpY8By/qeoNOht1gaAERtjO637VKHbFct0u2OPap16ce52bYqHe4b3OC+uB9bU177nqf3e9pl+NbYrHz/K8a9b2q5DqvWnV5elsldxvudidrHJvh7WeJ6Emd6QiKAF0bLdx2WoSVSFj1T5VrdQOG1lTvBy815agCvlrifqPXN/NC/pxggpJIwDO3RBLp/RjbfP1jn6UJuf2y5ranbzbn9Nu445ZK7f3W1KdrNaNfc+zHTWxbq0H3SEoAXRoV6w9teqS1Uf+JlpPx6DNp2u5apW1d91CfvKkXcebEpfesWtJE+L0m/phXhdupm6/Hc7ZodsJ91j69lupvGvWlDO340KVZtaCEJQAOrQjXlgdbM6eTG/Smzh5Vj/SXr2Qa8jiv5fqrKugpuS0cFKccP7yZWfNx0HusYw6Ks15Frt5dms12Pw6dXJSP0KvCEpghLk1sOfiZa4ONe3hBk7Hkf2Xci1JGR2Exs5YzZd5t2EwdBf0Ry908YLOEJTACHNrYJviRZ6QSoRhXMPp+/CIbpw6I6g3od8ISmCUnasKuw9onll2Gut2j9aaqJ7TD8dOCzN+M8J3/4W1ruEay+cMselzONeut3uphhfmlT0sBCUw0iqiavcUzep5uj3njk00OoZMijNWr9Lnr9PXd9hB0436p+l3+5whNm+ezpywIb/OjiWOBkEJjLjKrDsesDnLizsWL5rlxhl8PyWWZpN1lwlx8by5xs3Vy/5B/fvL4rI18H3q/MUCg6YgW3dSt/+OddFQbCcZ37G8m2+MJA4NQQmMOjUe0BmEr8TTy7UX3yw3vqEfE5WbVpPuplhYtGbAUTP32LPNZM0ze2TU9lv3YX3bL/f6ZsHb7x5LdV7si5jEXK6huWfRFwQlUAbnVvxfoZUlNdgqYsU3844Mm1bwekJm/aPseWaPkjE0wzOlXO16P+4LymPpXMjYFzGJqQL11H3hSdJRJIISKIm0r9BKpWaICQWbqqmurFu1oTTquy8Ht/NJ7fqOM5uPTXWyWYk7NBVNfQG0t9bv58xGhL4iKIEyicJN9ZgMBFw8P2iu6c9kbSi4vvjLoQe9h+aEmP9IbqcvrPTx6FtIxlRYyvcJ1fzjOW0JycN17EDSj4HSmZmZERsbG/qZ3/j4uNjb29PPMPzU/T7zW0/6WlvE0KNGCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAvV5RavR6BZCFGiUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCVK6yc/+YnY3t7Wz9Lt7+9HC4ByIihRWidOnBDffPONfpbuO9/5jhgbG9PPAJQNQYnS+ulPf6ofhV2/fl0/AlBGxw4k/RgolW+//VacPHkys1a5t7cnxsfH9TMAZUONEqV1/Phx8bOf/Uw/83vvvfcISaDkCEqUWlbz64cffqgfASgrml5Reqr5Na1XK82uAKhRovTSml9pdgWgEJQovbTm17y9YgGMNppeAemtt94SX3zxhX7W9Pr1a8ZPAqBGCSh28+v7779PSAKIEJSAZDez0uwKIEbTK6B9//vfF5999ln0mGZXADFqlIAW1yJpdgWQ5K1RfvLJJ9G3KvCNCSiT//3f/xX//M//HE0ycO7cOf0qUA5qpio1JEpdKMJkBKUKxqtXr4pf//rX+hUAQJmosHzw4IF4++239SswgnJmZkZsbGzoZwCAMlITbTx79iz6Kjok7lGurq4SkgCAaEzxP/7jP+pnaAXlH/7wB/0IAFB2qq8KmlpBqTrvAACg2DNVlRnDQwAACCAoAQAIICgBAAhoDQ/JMzREdRnm+/kAYLipMfPxdI1pVFmvvrgcHQbl4uKiuHXrln4GABhGDx8+jCaXCSEo22h6BQAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIICgBAAggKAEACCAoAQAIOCQg7Ih5uaOiWO+5eNlsav/VZi1jty/Z7O3ZU6+MmjUNha5Xbti+ePkPieW+4Oy9/Y29vu8JD4HA3MMMHyKKJfCZVLjvv919N8hBWX8AZgVdf2K49WCmORDoMVhETheHYnXNykWXumXbFuz8ufy35QsLBr328e49m5FPwIGT+Xdmn5UF7Nc1B2q/gfl/rKY7qjAlx+CuWmxvK+flo4KtUCgdUxdpHSwPhWYZfkjlJ/NO1v6saiJ6jn9EBhE56ryU6pt3SlxGXn4+hyUspBeXBCb+ll+m2Jhsd81y4pYWTkQB61lRb4yalTodlErlWE53eiuQXuYNNYTn80L1RE8/xguWWVSRVQv6IeqjFynVnlY+hqUyWattimxdDv5YVDLevtKqYXmhV7tNi57apI1sW4ce7lcd4/+5urd0W4CN2qTNLtiOLSbXyVqlYemf0FpFUSRC+uyYH4i5sf085bmldR662pJ6+SDEDXxqvtw7SVcKwrfOG+zO5fopYMQb9+ENxd7+3Yb0/J1u5lUNUXr3+mog0BD3F216vLR8ffUnM+tiIPbS/ISJqkuVrf1Q4/mtpr7o5a8NVH397ttbu/u/Ow+e5xo6fA1u5qfj3i/fPs9l3qcrM+Y2ibnc5q+370eY7E95/xuvK3mun2f/c63PW171ZJ6jKx1+rcvZR2B/etFz8c9qaNyKUeZlGx+lZ/gx8+62CZ0rG9BaRZEiqzJXAtftVeu2TXLfB+ENRVEnibezdVJ/4ctp+YfTMr9Pd35JfSHGf/BzdoXDFpz+/p0P3Z71arNZxz/sXnxqNqMyqnqTlTTXPHds9OF06Qdwlr2PjULA/f3VXO7PI/31/TzbN2fn12x9jTx/qfOiEn9MN1aynbLS4p7crtzXcSsem5FnBWn7QvHno+xvni457bnRNvaVUtNYNt1GKRtrxK9b56/xdfp62pvez/2T+r5uJv6Uy5NijOn9ENp8+lajs8detW3oNx5bX08ct0DqogburCObb7e0Y9SvFoQCylB1CRrZF101VaFcOgPP6b+MH2Fcd7fl3soA6L4sNx9/Vw/0nIc/4nKkyggn1Qm9CsWVZB4CidXM/Tc45LjnumWPJ85Oh71dH7218TjxHtMnb8oUva4ZXN1Ibzdqtd2VgG9VXfWMVW9YZ6Xno+xvBS5n9F5S15E5PtsJqRuu7zwyd0PoS7uZNTK6vI4B9cVXQBl75//AimggONu6FO5JP9Kxek39UPl1WOx1o8LbRj6FJS74uWX+qGW9x7QxMmz+pH25ctcH6ba9cA9N/mhvdvJH468Qr5sFCTWfVWrmbJ+z746dJs9je1z7snKP771hg6qHbGUuGKMaoLx7300n1mgx+wLlamT2XWmMFkg2gVJ1JTb3i+76dw5Ltt3nQIueN7S9Hp+9l8YhfHZk3mPasb25iqgzW01L0qKOMZzTgtGV8fYy7PtdsvFqSWxE7+XXHbsC99cNaDkfXT77yGW3Bb339Q/zbhoMRRw3FMUWi5pkyeTx3RTvCAo+66vnXkOi/owGs2E51acP9BO/nCM3pDRH6R1X3VsXjwxPvTm/bzdxh2j8FBNmWYzZkWsxIV5XLBkNEt3xr1Q6SQMfOx9igoSa5sr1+wCxaxBND41CyPnuKh7pTkK8p7Pj13bzqmIz9lU9ZHnHn3TIB1jH++2q/W1gkqei5p5MTdRuWldFGZR5zN5H31CzP/YXUPtevKcy39Ts+6x57zAVoo47j5Fl0sxuzLx/HXePUW3RiAo/ePfnD/Q3H84VsicuiQu+go246a6+YE3a3NT4tI7npBShbkKyA5qib3o7Y/JuqenCrNZf7BXZs0Cq12DsMO7Jm76mnit4+oq/vycSQkuUxGfs5TPQmSQjrFPaNtlUH2kak1uRz2n5/urFyJ4M8V3PsfOGPubdi66U8Rx9ym6XEqwjkfm7Sn07NCCsm9XPakdMcyb3pl/oC074kWyeVDde5o7Ft3kNxerAGh94O3CytNZo++s+xg9s45JaJ/GLopL3uNurSPveXMUfX5yKuRzFvosDNIx9snxOdadepLnIa0jW6o3T2dfOPr2a+y03MJuFHHcPQovl3CU+hSUbkGd96rHbjrK9YczUOw/vMGQ6/jrXn+ZPThTC4FhlCMAjsIQHeO4d7evh6ejiP3qZ5kwjJ/tbmql6EjfapTmDWdpazXHze+GWLWuQHvvhHLYurlaL54xMFnJcfxbFym6lpY63quIq2CupMOG5PgEex9H9999k4kMMD6X8OhbUE68c8m6r5DdHdqdySd0X0RL/WDnbYayWUFn9eJLXVr3Gu3a9HPx8ih6pTn3oTJmOnJ6SyaPvR3+gX2yhl60j3vedWTVyI/o/BTxOQt+BvtwjPNucx7ebbfv7wmzl+ch3X/vTRHH3aPwcilg6Frdhk//7lGOzYubVpfqZk3FM2ZQ39tw7mdcuJnaQ7DN3/vM6cmW+8PU+zglu/u2f9KEeEaZ4sdQNiXnhdSiMWhut/ao6czuHm90qpgQF8+b+5Q2z6TZI1XGbWuMoh1QKcfFmSjB1vv56U7RnzNbP45xzm3uml3oL4kbdgeW/ZcyegZZEcfdp9+fFxymvnbmcWfaUZoDdpM3/P33NrJn8ompmS6MZkJZO7KbgzqZy9Ps3aa21w6zxLRpnlqa3bPN2T6pPSg8Ph5p47Jy1ng8/Mc/MSWeXtymsxzd/FXoWvuupuozL3bMXpdOr0F5XIxxhzkHffd6frodh5b9OUvvMZnHYR3jjicbyMseF6gugHNPRtBPic9DtJh/a0Ucd5+iy6UWaxzw8N2eGj59DUr5Z9seL9gRWeAYY6myqQ9l6w/BM3jYHMeYwakN2+GemBkkqqXZM3V4ZhhKbp9c7Npze4YWt+bVfu98g5zb1By6nd8j8o/1k+uyx9/pfffvk+cceloZmlOb6SVHSEZ6PD/OpBYdCH/O8rSAhAzQMc7FbbUw3ssXkgN5D7CA456i0HJJs8cB9zpGGtn6HJSS/MN90lFhrWbl8E2c7jdVXQqvW93D6mIwvzvAOJ0zsFhSs+zYg4vTqEHhyRlanI44PVFhmTa7iUvtS+oUdrkHq6uCxH8OK9eytqUmlnIct57Oj3X/NtfQJfk5Wg9tV5efM8chHOOp6nruz0MWf6tFkvx7Nvan+xaSvirguCf1q1xSzHHARY4pRZr+B2VEFdbqBn/oDzietqqzmqQQF6N1+0Ip6ljQQ4cCVRj7vwKsKTh5uBTPnZpaoKsZQOTPnWBSf7Rd1cTTxAPC049/1r60qG2T/y6tUGl25ggVJHpbPL/f3IYVeUbz6f78mB048k4sPanOp+e89Po5cxR0jN2/CVXIq89bkU11zb9t32e8uZ3y79kYIC9r/4P6PYo9H/ekfpVL9oQbBXQGQrYD7f333z9QT0PL4uKi/tejYP2gVpP7FS+3lw529E8w+nbWp9rnvlaTnwbbKH8+dg6Wbif2zbv/OHx5PnPmv5la7+5T+eDBA28Zn1zGx8f1v8Yh1SiBwWJ24Ah/9+YwaQ3+93RiauvDEAUcDqNXeI7hcyhEeYMycxgCRpvZEWXkJpZudUZxO4DZ45XzfM0YDkGOMsnoyNNz5zHkVbKgTHQTt3qgUViUT3IoRd77lIPOGeogi157OJDdg5NayVHqpExKTvAw1dNQJHSmXEFpz6zRkj0mCiMoOZTCHgM4tDxDHQLMr6vCoeukTEp+nyu1yUNVsqA0B+pGVDftjnvaYlQka5XdfDfgQNK9N4PDk3SP68xezuivDsqk9hdGUJs8bMdUjx71YGZmRmxsbEQvpllcXBS3bt3SzwAAw+jhw4fi6tWr+pnf+Pi42Nvb08/KjV6vAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEHDuQ1IOZmRmxsbERvQgAKLfx8XGxt7enn5UbNUoAAAIISgAAAghKAAACWkF54sQJ/QgAUHbHjx/Xj9AKyr/4i7/QjwAAZff222/rR2gF5Y9+9CP9CABQdh9++KF+hFZQvvfee+IXv/iFfgYAKKtqtSquXLmin8HozPP3f//34sGDB2JsbEy/AgAoC9VXRVWY/uM//kO/AqU14YBtf39ffPbZZ/oZMJp+/vOfi+3tbf3MT104/upXv9LPgNGkJhhQC1ypQQmUQZ4ZqZihBCg3o+kVAACYCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKAAACCEoAAAIISgAAAghKYMQ17h8Tx+YSy/2G/kmHtufM9czNiS7XlENDzBnvdUzMbesfAYeMoAQAIICgBAAggKAEkM+5FXGwcpBYVkRF/wgYZQQlAAABBCUAAAEEJYB8Mnu92j1VEz93flct02J5X/+8G/vLYtpZZ7gn7m5j2vr3zWW6sav/hY9/v9x19bg/GFgEJYD+icPsXl2/kLQpFhblz7oariLDa3FBriGpJtbT7pvq7ZhcNX8jtrk6GYVd3iEoL2VIuus6K06P6YcYKQQlgD6pi1knzDy2ZjseI9m4PyvXnjQllm6nhKSqzebZDql+L09Y1sWCJ3Cnqjfo3DSiCEoAfaZqeonestdr+vW2+qf5a5WqyXN2Sz+JqJB8Iua9tTlZ87RrsxfWEz13D8ROdUr/oKl+L+dECtZ6nlQm9A8waghKAH3kaQ49tyLWL+jHsS9fitBdwpb9ZXHZqM2FQlKF6h2z5qnC7ZpZ75uoPLG2py7uBO9ZKnK/rPVgdBGUAPomrTly8qRZixOvXogd/TCde1+ydj09JGVMirWnZhNp7V1/uFXeNWu5m68ztuZClWbWEiEoARy6iZNn9aP86vfs+5JZdsSLV/qhpu5Bmj1V9WI3z26tBptfp05O6kcoA4ISQN+cPdnf+3b1/1zO12RbsH7vFwYLQQlgeL1aEJcz7ycCvSEoAQyNqeqO02t2c/Vuvl6qUu16u5dqeGEeW7QRlACGw4X15hCMczfE0in9WqQuZr2TFkyKM8a/E+L5a2qf6BxBCWAotHusToj5H1tjMbfueKaPmxAXz5u9azupfQIxghIom61Zf89P75Jz8P1hc8ZiboqFutuxZ6JyU5iRKmufoTlqu5pOD6OOoAQwlCqzS8KoL75aEHed6ecqYsWZCUiFZfJiIDHsRF9EhCdJR9kQlACG09i8uGnN8OMdLqK+cNozbV4a1WGI6eiQRFACGFqVa+tm02racBEVlivuvK5JUY9a+W8ISdiOHUj6MVA6MzMzYmNjQz/zGx8fF3t7e/oZgLKhRgkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEAAQQkAQABBCQBAAEEJAEDAsQNJPwZK5eTJk2J/f18/C3v9+rUYGxvTzwCUCTVKlNbPfvYz/Sjs3XffJSSBEiMoUVo//elP9aOwv/3bv9WPAJQRTa8otbfeekt88cUX+pkfza5AuVGjRKllNb++//77hCRQcgQlSu3y5cv6kV/WzwGMPppeUXrf//73xWeffaaftR0/fjxqdj1x4oR+BUAZUaNE6aV16lHNroQkAIISpXflyhX9yJS3VyyA0UbTKyD95V/+pfjkk0/0M5pdAbRRowSkDz/8UD9qqlarhCSACEEJSHbzqx2cAMqLpldAm5mZERsbG1Gz69dffx39HwCoUQJa3HlHNbsSkgBiTo3ym2++Eb/85S/Ff/3Xf+X+ZgVgFPzf//1f1KHnzJkz4s/+7M/0q0A5qIvDCxcuiL/7u79jNiqLEZSqkPjJT35CQAJASalObA8ePIhaVtDUCspvv/02mqEka4JoAMBoU7XLZ8+eibffflu/Um6te5QPHz4kJAEAUcVpeXlZP0MrKLe2tvQjAEDZJSfgKLtWUFKbBADEVMdONDE8BACAAIISAIAAghIAgIDW8JB4+q4Q9f18P/jBD/QzAMAwUhPKrK6u6md+4+PjYm9vTz8rt46CcnFxUdy6dUs/AwAMIzUc8OrVq/qZH0HZRtMrAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBCUAAAEEJQAAAQQlAAABBOWRaYi5uWPiWJfL3LZeDSzquM7J//aDdc4+Xha7+if57YrljxPr6Nu2punyc3c/uZVZ+3DU+wgUi6DEiIgL51lR168AQBEISowAFZKTYuGVfgoABSIoAXRoQsx/dCAOVuJlRVT0T4BRRFAOjJpYbxU82cvKOf1rQC9OLYkdz+fLWa4RhSgvgnIkuB00phtuN5PGffPf+Duj2B0x9GJ05ghz3kcvvm3K10EmvXPIbmNaPrebXetiNri++PeS62wvHXeU2l8W09Y6/Pvajd7PR/HSz0fnBnH/ABNBORIqYuV6TT9u2ly9LJb39RNFFuZ3tvTjiKzBfjQvJvQzxR862tZsVICFQiQOn1njfdo2Vyflz6fN7TpsOtQmVzf1C676PVVY5yv819RFweKCsNfW3Nfeenv2ej4G3ajvH0YHQTkqzq2I9Qv6cWRTLKzHxbS8aq+bhXntunlfSRVaofCIqRDxFV55fz/arsWjCktZe/WEml9d3MmqFb5aEAspFwVNsmbb1RCS3s/HoBv1/cNoISgHRqK5MGNJa9arXFuX9cSErTtRIO02LptX7RfWzXucspZ12Si0psTS7cT9qdtL8pW2+j27ptQQd61Cr3Y98fsr1nYZId6bicoTuf4dsXRKvxBJ3O9N1pq3V82hI9b9uZ1qci/lVj5dyxVyxr5aNXsVpnc7Leh7Ph8dkNs36fmMJZfCg+ow9w8oAEE5UuwmWBlI9WmrUJIhYnXMaKwna1mq0Hoi5sf0U2VsXjwx1lsXq4nCc7dxxwigqeqO1dlIbldc+MXhdBSdQ2Stux2qcj9rZtPzROWmFejZVEga+yrfww7c+qedFfO9no9BN+r7h9FDUI4auwn21WaiUFIFu92Vf1e8/FI/VE5dEheThVbsXNUIkWThv/M6+Q5T4tI7yfjRVOGnAjJZwzsS8dAGq3CWGvetyQpevRA7+qFfTVQ9vY+dwP3yZQfNr72fj8E26vuHUURQjqDKNbspUrObXCM74kWyWTa1Kc4KkVbhbxV84qw47Sv4Bs2+21M1rRNSqlNnxKR+aJoUZ5LHPzNwk3o9H4Nu1PcPo4igHBj5x1E+qWTVySbExfNm858yddJfrPfGKvgGXLOnpSyI83TqSQ3CEZJjHCVjdlF2BOUocjpLNDlDRgph1Z4GWLCnZRQYdqcjACAoR5A7FKRNde6xhytYQZd3ppbWvcYJcfrN6IH2XLwsPIyLqLXuirWn5lExeqt2c+80tUnV2t6Oaqa9no9BN+r7h1FEUI4YeyiI6oFqdu5ZEJeN4SVW0L16LNY6DLrJk8lm3k3x+JnvblI8A0vGGEpf+NjDOrpih9eSuGE3Ke6/lDHfCf9YS7sXsHjzdAeFfO/nY7CN+v5hFBGUAyP/OMpo8U3xtT1nNi3KMHhUmRCVWXNcmt0Ea/7cNyFAYpoxz/vavTzVrDT2WM/G/XgGFrV+ta54bJzddCuPQ/I99pfF9L1OYzJHrVZeMBjjG9X75J6MoM3ZV/scSLV3OxsK0+v5GHSjvn8YPQTlyGiIOStQaj/WzVVj8+KRMbbPaoKVP79pz+oThVm8JKYZ804tVhE37MH60RRu7XXYPUqnqjf0MBVPxyP9HtGSK7zs5t/k9seBXBFVYx9lJEdT1QXeJ2dvVWNf7VD39jTO0PP5GHCjvn8YOQTliHDGAFoF9ETlkTlkRHXLT1ytV64dWFPgpXMG2Utqhhx7oH0a1Ryc7LnrbJujJpYy1l15N7sbjjNzkaMm1o2B7uGa6VR1Kbw+df+ty4kVej0fg27U9w+jhaAcBdtzVo3NnX1H1brmf2wV6/JqPXmlrgovd7q5NhVwqmNFWqHVnE4uUADK8FY/d4e3NCcB8AVts8PNirion6dSs+5YU5+5KmIlZfvi96mMnTGbBYNT7V2M1pe63T12QOn1fAy6Ud8/jI5jB5J6MDMzIzY2NqIX0ywuLopbt27pZwCAYfTw4UNx9epV/cxvfHxc7O3t6WflRo0SAIAAghIAgACCEgCAAIISAIAAghIAgACCEgCAAIISAIAAghIAgACCEgCAAIISAIAAghIAgACCEgCAAIJyaDTEXPx9fXyZLYZQ4378fZPxd4QCw4GgHBLJ75vs9BvzgUHQ/s7QupjlYg9DhKAcBvvL4k7r+yZrosr382EYnau2v3ty645YDnwpNjBICMoh0FhfEJv6sbhQFdQnMZwqotr60uysL8UGBgdBOeiM2iTNrhhu7eZXiVolhgRBOeB2nz1u1yZTm10THX3kMt3YjV7dbUy3XouXue3oRx7mOqIOQzKkp5OvzU17Czbf+6gl3o5M23PO78bbaa7b1wmk8+1O2161pB8fyVqvfxtT1hPYx+7siuWPzfVFS+q9P+s4ycV3ftodbvTy8bJ8J1un752QbH6Vn+zHz3J+RoAjRFAOtF2x9rQdk+LUGTGpH4atRYXi5Grid7X6PVmgeQs/26qYW0w0+UbOitNj+qGiC3/f+yibq5Py5/5wbdIF7r24m1JbtJ1ddfgIbLcOurTtVaL3zdsr83X6+trbX/w+NoN5Uiy80i8kbc1G58QN4YpYuZ6ozUmbq5fNc2O1XqgLs/WP5sWEfqZ0995Jk+LMKf1Q2ny6luOzCBwtgnKQ7a+Jx4kCaer8RaPQSrO5utDqIev1akFMZhXQW3VnHVPVG+37oyokPYW/a1MsLPoLz8b9lAI3JgveUKh5pW63rFE5AZqmLu7kqA3X5XEOri8Kjux97KRmqYIqzzFRIeys99yKWG/dI1SS9wlloNfN/aldXzHuh/f03i0T4vSb+qHy6rFYo/kVA46gHGT7L4yC6+zJPDHZVrt+IA5W9GLVJvIV0FNi6XZ7HU8q8fvL0LFD8sJ6+73kYhbIqvC0amkyaGeN2kvG9nbEs93bq2aAnloSO/F7yWWnOqV/0JS/piNrXa317IilRG2pLbk97r+pf5qzVilrfJeNoDL38+D2knylzTnmUuXaeqLpU9L3CXcbl81Al+dzJdnMX8B7xyZPJv/lpnhBUGLAEZQDbPf1c/2ocyp0jIJO1ibsMMgqoKeqj8R8sqlV223cMUNHheQ1s5NR5ZodlmYtrfGpGbRT1R1ne7sNS+92q/W1QkoW8jWzSXGictMMkFxUWCRrXRNi/sfuWmrXnyS2R/6bmhkq4suXuULZ6P0cvXdyvdLYvHhiHLO6WHUuhuwmWFmrrE9bISjD3zqfxbx308TJs/pR0/PXNL5isBGUA2zntXkFf8YTWn7+Tj9OGAQL6Clx6R1fDda6b6oKzVmzUI1VZs1AaNfSdsXLL6MHWk3cbNVWE4yOH3mlbbciQ+ojVQOyCnkpOaFD5NULsaMfpjp1SVy0z8nYGWOf085F56xj5ntvxTpm3oshuwn21abRcmE3uRb63op1jDZfZx5p4EgRlAPLDpMOpHb6MTtShMPA6rjTsiNeGPfc0v6dNHZRXPK+n7WOvNubS2B7YrpTT6u3plzsZuBc3jxt1Eq9fPs2dlpuZaesY6buM1v70FyswE+5GKpcS2kmtptcI8W+NzBsCMqhkSMAjkLunrhHrzWMI0+nnqL2K0+YHokJcfG8WfdVpk4ewdkkUDHgCEr0Jk8T5QAI9tiMOvZYnVxGndM5p8kZMgKAoBxcVjd68Vy8zFuApYZX3iZPKXdzaGC7rOEt7XXmbQK2m3lz8G63fV9V3YdL9Ni0xgoOJuuYWb12UxfvvrlDQdpU5x57nG2R7+0xsLVuoImgHEn+cYBOb9WuCii7yS59zk6zp6RIjAO1LwJybm/X7AuEJXHDvg+3/1JG/iArbvyhPRRE9Tg2O/csiMvG+WDsI8qNoBxgvYw3U7PiGFOUbc9ZTY/pvVWzOL1n1cB6awIDNRWa2UHG7Nnq9IiV22uM63S2t0AyCO4m30t17sk9GUG/2dPDtccjmsdMTeRgz3qU+N20CSXs4yovGh7J8+KeD7MJtpD3jlnjg4/kvijQAYJygNnjzTrVnEJOF17OBAE33bGGubnToTVnodHvJRczJO3xhtLYvLjpTErQ/v18s/7klfzWiibjvXwhOYj3Xp1jpgIrsR/JWYD0+TAnlXAniqj9WDePynU/MsbZWk2wPb93mz0+uNOJNIDDRlAOMmtcWu6B2bKWsG5NLmBQ95isAeUdyz0hgGdwupY6REGbqq4Hf94JZ0YaR02sG/vTwT3hQ+RO5JDOnnTCGStqDQWZqDwyj7c11WEv751kjg/m+1Ux+AjKgWZ2ouhkAunJyhNnWjEl6sRSVOeVaLYbub6UwGx2mPGHZFNzAgB7xqBmuKqp54pskpO1YLmtvoK+uZ2yxmsMhJc1pgH9vkQVWAeBXrrqnqM6L0ZQOVMGurPvROfDnlnImuqwq/c22JMXFDQMB+ijYweSejAzMyM2NjaiF9MsLi6KW7du6Wc4DOawBjWvqD1riqK+QilRW1A1xqHoyZlF3fdKTiqetv8YHuZnVQVrew5hHJaHDx+Kq1ev6md+4+PjYm9vTz8rN2qUA87sOJM+f+awaQ3+D3b86GA4C4aDMTl9aLpBYHAQlAPP7IgychNItzoBud82Yd9Ty/s1YxhcRkeenjqUAYeHoBwCya75o/JFt+63ddTFbKsHZXOxe85S+xh2yYkfuh+eBBw2gnIYJLvm22MAh5ZniEmA+VVVGErbd9v3m6lNYogQlEMiWavM/UW/g073mnV7vSboL4RO70WJYdH+DlJqkxgu9HoFgJKh12tnqFECABBAUAIAEEBQAgAQQFACABBAUAIAEEBQAgAQQFACABBAUAIAENDRhANXrlwRly9f1s8AAMPoN7/5jfiHf/gH/cyPCQfaOgpKAEA5EJRtNL0CABBAUAIAEEBQAgAQ0ArKsTG+HA4A0HTixAn9CK2gvHAh/mZgAEDZnTvHl8DGWkFZrVa5ggAARBgK2NYKStUV+N69e+L48eP6FQBAGf3TP/2TeP/99/UztMZRxj777DNx+/Ztsb29HT0GAIw+VVlSza1zc3PiRz/6kX4VihOUAACgjeEhAAAEEJQAAAQQlAAApBLi/wFxVhdt5pCJ1wAAAABJRU5ErkJggg==)](http://cdncontribute.geeksforgeeks.org/wp-content/uploads/preprocessors.png)

You can see the intermediate steps in the above diagram. The source code written by programmers is stored in the file program.c. This file is then processed by preprocessors and an expanded source code file is generated named program. This expanded file is compiled by the compiler and an object code file is generated named program.obj . Finally the linker links this object code file to the object code of the library functions to generate the executable file program.exe .

Preprocessor programs provides preprocessors directives which tell the compiler to preprocess the source code before compiling. All of these preprocessor directive begins with a ‘#’ (hash) symbol. This (‘#’) symbol at the beginning of a statement in a C/C++ program indicates that it is a pre-processor directive. We can place these pre processor directives anywhere in our program. Examples of some preprocessor directives are: *#include*, *#define*, *#ifndef* etc.

**There are 4 main types of preprocessor directives:**

1. Macros
2. File Inclusion
3. Conditional Compilation
4. Other directives

Let us now learn about each of these directives in details.

* **Macros**: Macros are piece of code in a program which is given some name. Whenever this name is encountered by the compiler the compiler replaces the name with the actual piece of code. The ‘#define’ directive is used to define a macro. Let us now understand macro definition with the help of a program:

|  |
| --- |
| #include <iostream>    // macro definition  #define LIMIT 5  int main()  {      for (int i = 0; i < LIMIT; i++) {          std::cout << i << "\n";      }        return 0;  } |

* Copy CodeRun on IDE
* Output:
* 0
* 1
* 2
* 3
* 4
* In the above program, when the compiler executes the word LIMIT it replaces it with 5. The word ‘LIMIT’ in macro definition is called macro template and ‘5’ is macro expansion.  
  **Note**: There is no semi-colon(‘;’) at the end of macro definition. Macro definitions do not need a semi-colon to end.
* **Macros with arguments**: We can also pass arguments to macros. Macros defined with arguments works similarly as functions. Let us understand this with a program:

|  |
| --- |
| #include <iostream>    // macro with parameter  #define AREA(l, b) (l \* b)  int main()  {      int l1 = 10, l2 = 5, area;        area = AREA(l1, l2);        std::cout << "Area of rectangle is: " << area;        return 0;  } |

* Copy CodeRun on IDE
* Output:
* Area of rectangle is: 50
* We can see from the above program that whenever the compiler finds AREA(l, b) in the program it replaces it with the statement (l\*b) . Not only this, the values passed to the macro template AREA(l, b) will also be replaced in the statement (l\*b). Therefore AREA(10, 5) will be equal to 10\*5.
* **File Inclusion**: This type of preprocessor directive tells the compiler to include a file in the source code program. There are two types of files which can be included by the user in the program:
  1. **Header File or Standard files**: These files contains definition of pre-defined functions like printf(), scanf() etc. These files must be included for working with these functions. Different function are declared in different header files. For example standard I/O funuctions are in ‘iostream’ file whereas functions which perform string operations are in ‘string’ file.  
     **Syntax**:
  2. #include< *file\_name* >

where *file\_name* is the name of file to be included. The ‘<‘ and ‘>’ brackets tells the compiler to look for the file in standard directory.

* 1. **user defined files**: When a program becomes very large, it is good practice to divide it into smaller files and include whenever needed. These types of files are user defined files. These files can be included as:
  2. #include"*filename*"
* **Conditional Compilation**: Conditional Compilation directives are type of directives which helps to compile a specific portion of the program or to skip compilation of some specific part of the program based on some conditions. This can be done with the help of two preprocessing commands ‘**ifdef**‘ and ‘**endif**‘.  
  **Syntax**:
* ifdef macro\_name
* statement1;
* statement2;
* statement3;
* .
* .
* .
* statementN;
* endif

If the macro with name as ‘*macroname*‘ is defined then the block of statements will execute normally but if it is not defined, the compiler will simply skip this block of statements.

* **Other directives**: Apart from the above directives there are two more directives which are not commonly used. These are:
  1. **#undef Directive**: The #undef directive is used to undefine an existing macro. This directive works as:
  2. #undef LIMIT

Using this statement will undefine the existing macro LIMIT. After this statement every “#ifdef LIMIT” statement will evaluate to false.

* 1. **#pragma Directive**: This directive is a special purpose directive and is used to turn on or off some features. This type of directives are compiler-specific i.e., they vary from compiler to compiler. Some of the #pragma directives are discussed below:
     + **#pragma startup** and **#pragma exit**: These directives helps us to specify the functions that are needed to run before program startup( before the control passes to main()) and just before program exit (just before the control returns from main()).  
       **Note:** Below program will not work with GCC compilers.  
       Look at the below program:

|  |
| --- |
| #include <stdio.h>    void func1();  void func2();    #pragma startup func1  #pragma exit func2    void func1()  {      printf("Inside func1()\n");  }    void func2()  {      printf("Inside func2()\n");  }    int main()  {      void func1();      void func2();      printf("Inside main()\n");        return 0;  } |

* + - Copy CodeRun on IDE
    - Output:
    - Inside func1()
    - Inside main()
    - Inside func2()
    - The above code will produce the output as given below when run on GCC compilers:
    - Inside main()
    - This happens because GCC does not supports #pragma startup or exit. However you can use the below code for a similar output on GCC compilers.

|  |
| --- |
| #include <stdio.h>    void func1();  void func2();    void \_\_attribute\_\_((constructor)) func1();  void \_\_attribute\_\_((destructor)) func2();    void func1()  {      printf("Inside func1()\n");  }    void func2()  {      printf("Inside func2()\n");  }    int main()  {      printf("Inside main()\n");        return 0;  } |

* + - Copy CodeRun on IDE
    - **#pragma warn Directive:** This directive is used to hide the warning message which are displayed during compilation.  
      We can hide the warnings as shown below:
      * **#pragma warn -rvl**: This directive hides those warning which are raised when a function which is supposed to return a value does not returns a value.
      * **#pragma warn -par**: This directive hides those warning which are raised when a function does not uses the parameters passed to it.
      * **#pragma warn -rch**: This directive hides those warning which are raised when a code is unreachable. For example: any code written after the *return* statement in a function is unreachable.

A header file is a file with extension **.h** which contains C function declarations and macro definitions to be shared between several source files. There are two types of header files: the files that the programmer writes and the files that comes with your compiler.

You request to use a header file in your program by including it with the C preprocessing directive **#include**, like you have seen inclusion of **stdio.h** header file, which comes along with your compiler.

Including a header file is equal to copying the content of the header file but we do not do it because it will be error-prone and it is not a good idea to copy the content of a header file in the source files, especially if we have multiple source files in a program.

A simple practice in C or C++ programs is that we keep all the constants, macros, system wide global variables, and function prototypes in the header files and include that header file wherever it is required.

Include Syntax

Both the user and the system header files are included using the preprocessing directive **#include**. It has the following two forms −

#include <file>

This form is used for system header files. It searches for a file named 'file' in a standard list of system directories. You can prepend directories to this list with the -I option while compiling your source code.

#include "file"

This form is used for header files of your own program. It searches for a file named 'file' in the directory containing the current file. You can prepend directories to this list with the -I option while compiling your source code.

Include Operation

The **#include** directive works by directing the C preprocessor to scan the specified file as input before continuing with the rest of the current source file. The output from the preprocessor contains the output already generated, followed by the output resulting from the included file, followed by the output that comes from the text after the **#include** directive. For example, if you have a header file header.h as follows −

char \*test (void);

and a main program called *program.c* that uses the header file, like this −

int x;

#include "header.h"

int main (void) {

puts (test ());

}

the compiler will see the same token stream as it would if program.c read.

int x;

char \*test (void);

int main (void) {

puts (test ());

}

Once-Only Headers

If a header file happens to be included twice, the compiler will process its contents twice and it will result in an error. The standard way to prevent this is to enclose the entire real contents of the file in a conditional, like this −

#ifndef HEADER\_FILE

#define HEADER\_FILE

the entire header file file

#endif

This construct is commonly known as a wrapper **#ifndef**. When the header is included again, the conditional will be false, because HEADER\_FILE is defined. The preprocessor will skip over the entire contents of the file, and the compiler will not see it twice.

Computed Includes

Sometimes it is necessary to select one of the several different header files to be included into your program. For instance, they might specify configuration parameters to be used on different sorts of operating systems. You could do this with a series of conditionals as follows −

#if SYSTEM\_1

# include "system\_1.h"

#elif SYSTEM\_2

# include "system\_2.h"

#elif SYSTEM\_3

...

#endif

But as it grows, it becomes tedious, instead the preprocessor offers the ability to use a macro for the header name. This is called a **computed include**. Instead of writing a header name as the direct argument of **#include**, you simply put a macro name there −

#define SYSTEM\_H "system\_1.h"

...

#include SYSTEM\_H

SYSTEM\_H will be expanded, and the preprocessor will look for system\_1.h as if the **#include** had been written that way originally. SYSTEM\_H could be defined by your Makefile with a -D option.

**Topic № 27.**

This lecture explains dynamic memory management in C. The C programming language provides several functions for memory allocation and management. These functions can be found in the **<stdlib.h>** header file.

|  |  |
| --- | --- |
| **Sr.No.** | **Function & Description** |
| 1 | **void \*calloc(int num, int size);**  This function allocates an array of **num** elements each of which size in bytes will be **size**. |
| 2 | **void free(void \*address);**  This function releases a block of memory block specified by address. |
| 3 | **void \*malloc(int num);**  This function allocates an array of **num** bytes and leave them uninitialized. |
| 4 | **void \*realloc(void \*address, int newsize);**  This function re-allocates memory extending it upto **newsize**. |

Allocating Memory Dynamically

While programming, if you are aware of the size of an array, then it is easy and you can define it as an array. For example, to store a name of any person, it can go up to a maximum of 100 characters, so you can define something as follows −

char name[100];

But now let us consider a situation where you have no idea about the length of the text you need to store, for example, you want to store a detailed description about a topic. Here we need to define a pointer to character without defining how much memory is required and later, based on requirement, we can allocate memory as shown in the below example −

[Live Demo](http://tpcg.io/osfk0O)

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

int main() {

char name[100];

char \*description;

strcpy(name, "Zara Ali");

/\* allocate memory dynamically \*/

description = malloc( 200 \* sizeof(char) );

if( description == NULL ) {

fprintf(stderr, "Error - unable to allocate required memory\n");

} else {

strcpy( description, "Zara ali a DPS student in class 10th");

}

printf("Name = %s\n", name );

printf("Description: %s\n", description );

}

When the above code is compiled and executed, it produces the following result.

Name = Zara Ali

Description: Zara ali a DPS student in class 10th

Same program can be written using **calloc();** only thing is you need to replace malloc with calloc as follows −

calloc(200, sizeof(char));

So you have complete control and you can pass any size value while allocating memory, unlike arrays where once the size defined, you cannot change it.

Resizing and Releasing Memory

When your program comes out, operating system automatically release all the memory allocated by your program but as a good practice when you are not in need of memory anymore then you should release that memory by calling the function **free()**.

Alternatively, you can increase or decrease the size of an allocated memory block by calling the function **realloc()**. Let us check the above program once again and make use of realloc() and free() functions −

[Live Demo](http://tpcg.io/mQPTlp)

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

int main() {

char name[100];

char \*description;

strcpy(name, "Zara Ali");

/\* allocate memory dynamically \*/

description = malloc( 30 \* sizeof(char) );

if( description == NULL ) {

fprintf(stderr, "Error - unable to allocate required memory\n");

} else {

strcpy( description, "Zara ali a DPS student.");

}

/\* suppose you want to store bigger description \*/

description = realloc( description, 100 \* sizeof(char) );

if( description == NULL ) {

fprintf(stderr, "Error - unable to allocate required memory\n");

} else {

strcat( description, "She is in class 10th");

}

printf("Name = %s\n", name );

printf("Description: %s\n", description );

/\* release memory using free() function \*/

free(description);

}

When the above code is compiled and executed, it produces the following result.

Name = Zara Ali

Description: Zara ali a DPS student.She is in class 10th

You can try the above example without re-allocating extra memory, and strcat() function will give an error due to lack of available memory in description.

**Topic № 28,29**

Fibonacci numbers

The Fibonacci sequence is named after Italian mathematician Leonardo of Pisa, known as Fibonacci:

The Fibonacci numbers *fn* = f(*n*) are the numbers characterized by the fact that every number after the first two is the sum of the two preceding ones. They are defined with the next recurrent relation:
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So *f*0 = 0, *f*1 = 1, *fn* = *fn*-1 + *fn*-2.

The Fibonacci sequence has the form

0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, …

Example. Fill integer array *fib* with Fibonacci numbers (fib[*i*] = *fi*):

#include <stdio.h>

int i, n, fib[47];

int main(void)

{

scanf("%d",&n);

fib[0] = 0; fib[1] = 1;

for(i = 2; i <= n; i++)

fib[i] = fib[i-1] + fib[i-2];

printf("%d\n",fib[n]);

return 0;

}

The biggest Fibonacci number that fits into int type is

*f*46 = 1836311903

The biggest Fibonacci number that fits into long long type is

*f*92 = 7540113804746346429

If you want to find Fibonacci number *fn* for *n* > 92, use BigInteger type.

Example. Find f(*n*) – the *n*-th Fibonacci number with recursion:

#include <stdio.h>

int n;

int fib(int n)

{

if (n == 0) return 0;

if (n == 1) return 1;

return fib(n-1) + fib(n - 2);

}

int main(void)

{

scanf("%d",&n);

printf("%d\n",fib(n));

return 0;

}

Euclidean algorithms (Basic and Extended)

GCD of two numbers is the largest number that divides both of them. A simple way to find GCD is to factorize both numbers and multiply common factors.

* If we subtract smaller number from larger (we reduce larger number), GCD doesn’t change. So if we keep subtracting repeatedly the larger of two, we end up with GCD.
* Now instead of subtraction, if we divide smaller number, the algorithm stops when we find remainder 0.

Below is a recursive function to evaluate gcd using Euclid’s algorithm.

|  |
| --- |
| // C++ program to demonstrate  // Basic Euclidean Algorithm  #include <bits/stdc++.h>  using namespace std;    // Function to return  // gcd of a and b  int gcd(int a, int b)  {      if (a == 0)          return b;      return gcd(b % a, a);  }    // Driver Code  int main()  {      int a = 10, b = 15;      cout << "GCD(" << a << ", "           << b << ") = " << gcd(a, b)                          << endl;      a = 35, b = 10;      cout << "GCD(" << a << ", "           << b << ") = " << gcd(a, b)                          << endl;      a = 31, b = 2;      cout << "GCD(" << a << ", "           << b << ") = " << gcd(a, b)                          << endl;      return 0;  }    // This code is contributed  // by Nimit Garg |

Copy CodeRun on IDE

**Output :**

GCD(10, 15) = 5

GCD(35, 10) = 5

GCD(31, 2) = 1

**Time Complexity:** O(Log min(a, b))

The extended Euclidean algorithm updates results of gcd(a, b) using the results calculated by recursive call gcd(b%a, a). Let values of x and y calculated by the recursive call be x1 and y1. x and y are updated using below expressions.

x = y1 - ⌊b/a⌋ \* x1

y = x1

|  |
| --- |
| // C program to demonstrate working of extended  // Euclidean Algorithm  #include <stdio.h>    // C function for extended Euclidean Algorithm  int gcdExtended(int a, int b, int \*x, int \*y)  {      // Base Case      if (a == 0)      {          \*x = 0;          \*y = 1;          return b;      }        int x1, y1; // To store results of recursive call      int gcd = gcdExtended(b%a, a, &x1, &y1);        // Update x and y using results of recursive      // call      \*x = y1 - (b/a) \* x1;      \*y = x1;        return gcd;  }    // Driver Program  int main()  {      int x, y;      int a = 35, b = 15;      int g = gcdExtended(a, b, &x, &y);      printf("gcd(%d, %d) = %d", a, b, g);      return 0;  } |

The time() function is defined in time.h (ctime in C++) header file. This function returns the time since 00:00:00 UTC, January 1, 1970 (Unix timestamp) in seconds. If second is not a null pointer, the returned value is also stored in the object pointed to by second.

**Syntax:**

time\_t time( time\_t \*second )

**Parameter:** This function accepts single parameter second. This parameter is used to set the time\_t object which store the time.

**Return Value:** This function returns current calender time as a object of type time\_t.

The **time.h** header file contains definitions of functions to get and manipulate date and time information.

* It describes three time related **datatypes**.
  1. **clock\_t**: clock\_t represents the date as integer which is a part of the calendar time.
  2. **time\_t**: time\_t represents the clock time as integer which is a part of the calendar time.

**Topic № 13.**

Introduction to Object Technology.

Object-oriented programming (OOP)

Basic Object Technology Concepts.

Object-oriented programming (OOP) is a software programming model constructed around objects. This model compartmentalizes data into objects (data fields) and describes object contents and behavior through the declaration of classes (methods).

OOP features include the following:

* Encapsulation: This makes the program structure easier to manage because each object’s implementation and state are hidden behind well-defined boundaries.
* Polymorphism: This means abstract entities are implemented in multiple ways.
* Inheritance: This refers to the hierarchical arrangement of implementation fragments.

Object-oriented programming allows for simplified programming. Its benefits include reusability, refactoring, extensibility, maintenance and efficiency.

OOP has been the programming model of choice for the last decade or more. OOP's modular design enables programmers to build software in manageable chunks rather than in large amounts of sequential code.

One of the great benefits of OOP is that of scalability, with objects and definitions having no finite limitation. Also, the separation of data from method prevents a common problem found in older linear software languages. If a bug appears in a linear code, it can be translated through a system and create masses of hard-to-trace errors. Conversely, an OOP program, with its separation of method and data, is not susceptible to such proliferated errors.

Popular OOP languages include Java, the C-family of languages,VB.NETand Python.

So-called "pure" OOP languages include Scala, Ruby, Eiffel, JADE, Smalltalk and Emerald.

Encapsulation, in the context of C#, refers to an object's ability to hide data and behavior that are not necessary to its user. Encapsulation enables a group of properties, methods and other members to be considered a single unit or object.  
  
The following are the benefits of encapsulation:

* Protection of data from accidental corruption
* Specification of the accessibility of each of the members of a class to the code outside the class
* Flexibility and extensibility of the code and reduction in complexity
* Lower coupling between objects and hence improvement in code maintainability

Encapsulation is used to restrict access to the members of a class so as to prevent the user of a given class from manipulating objects in ways that are not intended by the designer. While encapsulation hides the internal implementation of the functionalities of class without affecting the overall functioning of the system, it allows the class to service a request for functionality and add or modify its internal structure (data or methods) to suit changing requirements.  
  
Encapsulation is also known as information hiding.

Encapsulation in C# is implemented with different levels of access to object data that can be specified using the following access modifiers:

* Public: Access to all code in the program
* Private: Access to only members of the same class
* Protected: Access to members of same class and its derived classes
* Internal: Access to current assembly
* Protected Internal: Access to current assembly and types derived from containing class

Encapsulation can be illustrated with an example of an Employee object that stores details of that object. By using encapsulation, the Employee object can expose the data (like Name, EmployeeID, etc.) and methods (like GetSalary) necessary for using the object, while hiding its irrelevant fields and methods from other objects. It is easy to see a situation in which all users could access basic information about an employee while restricting salary information.   
  
C# allows encapsulation of data through the use of accessors (to get data) and mutators (to modify data), which help in manipulating private data indirectly without making it public. Properties are an alternate mechanism for private data to be encapsulated in a C# object and accessed in either read-only mode or in read-write mode. Unlike the accessor and mutator, a property provides a single point of access to an object's "set" and "get" values.

*This definition was written in the context of C#*

Polymorphism, in C#, is the ability of objects of different types to provide a unique interface for different implementations of methods. It is usually used in the context of late binding, where the behavior of an object to respond to a call to its method members is determined based on object type at run time. Polymorphism enables redefining methods in derived classes.   
  
Polymorphism forms one of the fundamental concepts of object-oriented programming, along with encapsulation and inheritance.

Method overloading, constructor overloading and operator overloading are considered compile-time (also called static or ad-hoc) polymorphism, or early binding. Method overriding, which involves inheritance and virtual functions, is called runtime (also called dynamic, inclusion, or subtyping) polymorphism, or late binding. In the case of compile-time polymorphism, identification of the overloaded method to be executed is carried out at compile time. However, in runtime polymorphism, the type of the object from which the overridden method will be called is identified at run time.  
  
In C#, polymorphism is implemented through inheritance and the use of the keyword "virtual". Derived classes inherit the base class members, except constructors, based on their accessibility levels. Hence, the compiler generates the code to check and identify the correct object type (that is pointed to by the reference type) at runtime and the appropriate method to be called.   
  
An example of polymorphism is an employee base class, which includes all the basic details about employees. Classes such as clerk and manager could inherit from the employee base

class with specific implementations (by overriding virtual methods) wherever necessary in the derived classes.

Inheritance is a mechanism wherein a new class is derived from an existing class. In Java, classes may inherit or acquire the properties and methods of other classes.

A class derived from another class is called a subclass, whereas the class from which a subclass is derived is called a superclass. A subclass can have only one superclass, whereas a superclass may have one or more subclasses.

Inheritance is the process wherein characteristics are inherited from ancestors. Similarly, in Java, a subclass inherits the characteristics (properties and methods) of its superclass (ancestor). For example, a vehicle is a superclass and a car is a subclass. The car (subclass) inherits all of the vehicle’s properties. The inheritance mechanism is very useful in code reuse. The following are some limitations of Java class inheritance: A subclass cannot inherit private members of its superclass. Constructor and initializer blocks cannot be inherited by a subclass. A subclass can have only one superclass.

The keyword “extends” is used to derive a subclass from the superclass, as illustrated by the following syntax: class Name\_of\_subclass extends Name\_of superclass { //new fields and methods that would define the subclass go here } If you want to derive a subclass Rectangle from a superclass Shapes, you can do it as follows: class Rectangle extends Shapes { …. }

Object-oriented programming language (OOPL) is a high-level programming language based on the object-oriented programming (OOP) model.

OOPL incorporates logical classes, objects, methods, relationships and other processes with the design of software and applications. The first OOPL was Simula, a simulation creation tool developed in 1960.

Unlike conventional procedural languages, the programming syntax of object-oriented programming language is based on one or more objects, whereas procedural language incorporates logical procedures. In OOPL, objects interact with each other; have their own methods, procedures and functions; are part of a class and may be reused in one or more program. An OOPL must exhibit native object-oriented functions, including data abstraction, inheritance, encapsulation, class creation and associated objects.

Most modern programming languages are object-oriented or support the OOP model to an extent. Popular OOPLs include Java, C++, Python and SmallTalk.

**Topic № 14.**

**Classes. Classes and Objects.**

Class Scope and Accessing Class Members.

The main purpose of C++ programming is to add object orientation to the C programming language and classes are the central feature of C++ that supports object-oriented programming and are often called user-defined types.

A class is used to specify the form of an object and it combines data representation and methods for manipulating that data into one neat package. The data and functions within a class are called members of the class.

## C++ Class Definitions

When you define a class, you define a blueprint for a data type. This doesn't actually define any data, but it does define what the class name means, that is, what an object of the class will consist of and what operations can be performed on such an object.

A class definition starts with the keyword **class** followed by the class name; and the class body, enclosed by a pair of curly braces. A class definition must be followed either by a semicolon or a list of declarations. For example, we defined the Box data type using the keyword **class** as follows −

class Box {

public:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

};

The keyword **public** determines the access attributes of the members of the class that follows it. A public member can be accessed from outside the class anywhere within the scope of the class object.

## Define C++ Objects

A class provides the blueprints for objects, so basically an object is created from a class. We declare objects of a class with exactly the same sort of declaration that we declare variables of basic types. Following statements declare two objects of class Box −

Box Box1; // Declare Box1 of type Box

Box Box2; // Declare Box2 of type Box

Both of the objects Box1 and Box2 will have their own copy of data members.

## Accessing the Data Members

The public data members of objects of a class can be accessed using the direct member access operator (.). Let us try the following example to make the things clear −

#include <iostream>

using namespace std;

class Box {

public:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

};

int main() {

Box Box1; // Declare Box1 of type Box

Box Box2; // Declare Box2 of type Box

double volume = 0.0; // Store the volume of a box here

// box 1 specification

Box1.height = 5.0;

Box1.length = 6.0;

Box1.breadth = 7.0;

// box 2 specification

Box2.height = 10.0;

Box2.length = 12.0;

Box2.breadth = 13.0;

// volume of box 1

volume = Box1.height \* Box1.length \* Box1.breadth;

cout << "Volume of Box1 : " << volume <<endl;

// volume of box 2

volume = Box2.height \* Box2.length \* Box2.breadth;

cout << "Volume of Box2 : " << volume <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Volume of Box1 : 210

Volume of Box2 : 1560

It is important to note that private and protected members can not be accessed directly using direct member access operator (.). We will learn how private and protected members can be accessed.

# C++ Inheritance

One of the most important concepts in object-oriented programming is that of inheritance. Inheritance allows us to define a class in terms of another class, which makes it easier to create and maintain an application. This also provides an opportunity to reuse the code functionality and fast implementation time.

When creating a class, instead of writing completely new data members and member functions, the programmer can designate that the new class should inherit the members of an existing class. This existing class is called the **base**class, and the new class is referred to as the **derived** class.

The idea of inheritance implements the **is a** relationship. For example, mammal IS-A animal, dog IS-A mammal hence dog IS-A animal as well and so on.

Base and Derived Classes

A class can be derived from more than one classes, which means it can inherit data and functions from multiple base classes. To define a derived class, we use a class derivation list to specify the base class(es). A class derivation list names one or more base classes and has the form −

class derived-class: access-specifier base-class

Where access-specifier is one of **public, protected,** or **private**, and base-class is the name of a previously defined class. If the access-specifier is not used, then it is private by default.

Consider a base class **Shape** and its derived class **Rectangle** as follows −

#include <iostream>

using namespace std;

// Base class

class Shape {

public:

void setWidth(int w) {

width = w;

}

void setHeight(int h) {

height = h;

}

protected:

int width;

int height;

};

// Derived class

class Rectangle: public Shape {

public:

int getArea() {

return (width \* height);

}

};

int main(void) {

Rectangle Rect;

Rect.setWidth(5);

Rect.setHeight(7);

// Print the area of the object.

cout << "Total area: " << Rect.getArea() << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Total area: 35

Encapsulation, in the context of C#, refers to an object's ability to hide data and behavior that are not necessary to its user. Encapsulation enables a group of properties, methods and other members to be considered a single unit or object.  
  
The following are the benefits of encapsulation:

* Protection of data from accidental corruption
* Specification of the accessibility of each of the members of a class to the code outside the class
* Flexibility and extensibility of the code and reduction in complexity
* Lower coupling between objects and hence improvement in code maintainability

Encapsulation is used to restrict access to the members of a class so as to prevent the user of a given class from manipulating objects in ways that are not intended by the designer. While encapsulation hides the internal implementation of the functionalities of class without affecting the overall functioning of the system, it allows the class to service a request for functionality and add or modify its internal structure (data or methods) to suit changing requirements.  
Encapsulation is also known as information hiding.

Encapsulation in C# is implemented with different levels of access to object data that can be specified using the following access modifiers:

* Public: Access to all code in the program
* Private: Access to only members of the same class
* Protected: Access to members of same class and its derived classes
* Internal: Access to current assembly
* Protected Internal: Access to current assembly and types derived from containing class

Encapsulation can be illustrated with an example of an Employee object that stores details of that object. By using encapsulation, the Employee object can expose the data (like Name, EmployeeID, etc.) and methods (like GetSalary) necessary for using the object, while hiding its irrelevant fields and methods from other objects. It is easy to see a situation in which all users could access basic information about an employee while restricting salary information.   
C# allows encapsulation of data through the use of accessors (to get data) and mutators (to modify data), which help in manipulating private data indirectly without making it public. Properties are an alternate mechanism for private data to be encapsulated in a C# object and accessed in either read-only mode or in read-write mode. Unlike the accessor and mutator, a property provides a single point of access to an object's "set" and "get" values.

with successive layers of control information before transmission across a network. The reverse of data encapsulation is decapsulation, which refers to the successive layers of data being removed (essentially unwrapped) at the receiving end of a network.

When a network device sends a message, the message will take the form of a packet. Each OSI (open system interconnection) model layer adds a header to the packet. The packet is then covered with some information directing it onward to a destination; this is analogous to the address on a letter in which the actual message is carried inside the envelope. Similarly, the message in the packet is encapsulated with some information such as the address of next node, protocol information, the type of data and the source and destination addresses.

Decapsulation is the process of opening up encapsulated data that are usually sent in the form of packets over a communication network. It can be literally defined as the process of opening a capsule, which, in this case, refers to encapsulated or wrapped-up data.

Access modifiers are keywords used to specify the accessibility of a class (or type) and its members. These modifiers can be used from code inside or outside the current application.   
  
Access modifiers in .NET are used to control the accessibility of each of the members of a type from different possible areas of code. This can be handled from within the current assembly or outside it. An assembly represents a logical unit of functionality and consists of types and resources located in one or more files.   
  
The purpose of using access modifiers is to implement encapsulation, which separates the interface of a type from its implementation. With this, the following benefits can be derived:

* Prevention of access to the internal data set by users to invalid state.
* Provision for changes to internal implementation of the types without affecting the components using it.
* Reduction in complexity of the system by reducing the interdependencies between software components.

The .NET framework provides an option of having five types of access modifiers:

1. Private – code within the type can only access the members of that type, and hence accessibility is limited to current type
2. Public – code from anywhere within the current assembly, or another assembly that references it, can access the members of the type, and hence allows accessibility from anywhere
3. Protected – code within the type, or its derived classes, can access the members of the type and hence accessibility is limited to current type and derived classes
4. Internal – code in the current assembly, but not from another assembly, can access the members of the type, hence accessibility is limited to current assembly
5. Protected Internal – code in the current assembly can access the members of the type and also from the assembly that references it. Hence, accessibility is from derived classes in the current assembly, and must take place through an instance of derived class type in the assembly referencing it.

There are several rules that apply to the access modifiers:

* When there is no access modifier specified to type members, the default access level is private and internal.
* There are no access modifiers allowed for namespaces, since they are public.
* The nested classes and struct members declared within a type are, to the containing class, private by default.
* Struct members cannot be declared protected since it does not support inheritance.
* Destructors cannot have access modifiers.
* Derived type cannot have greater accessibility than its base type.
* The member of a containing type should have accessibility lesser than that of its containing type. This can be illustrated with an example: A public method in a containing type cannot have “A” as a parameter, if type A is not in public visibility.
* Interfaces are declared public and internal, and cannot have other access modifiers, since interfaces are mainly used for access by classes to derive from it.
* Access modifiers are used not only to class members, but also to other code constructs with the same intention.

When deriving a class from a base class, the base class may be inherited through **public, protected** or **private** inheritance. The type of inheritance is specified by the access-specifier as explained above.

We hardly use **protected** or **private** inheritance, but **public** inheritance is commonly used. While using different type of inheritance, following rules are applied −

* **Public Inheritance** − When deriving a class from a **public** base class, **public** members of the base class become **public** members of the derived class and **protected** members of the base class become **protected** members of the derived class. A base class's **private**members are never accessible directly from a derived class, but can be accessed through calls to the **public** and **protected** members of the base class.
* **Protected Inheritance** − When deriving from a **protected** base class, **public** and **protected** members of the base class become **protected** members of the derived class.
* **Private Inheritance** − When deriving from a **private** base class, **public** and **protected** members of the base class become **private**members of the derived class.

Multiple Inheritance

A C++ class can inherit members from more than one class and here is the extended syntax −

class derived-class: access baseA, access baseB....

Where access is one of **public, protected,** or **private** and would be given for every base class and they will be separated by comma as shown above. Let us try the following example −

#include <iostream>

using namespace std;

// Base class Shape

class Shape {

public:

void setWidth(int w) {

width = w;

}

void setHeight(int h) {

height = h;

}

protected:

int width;

int height;

};

// Base class PaintCost

class PaintCost {

public:

int getCost(int area) {

return area \* 70;

}

};

// Derived class

class Rectangle: public Shape, public PaintCost {

public:

int getArea() {

return (width \* height);

}

};

int main(void) {

Rectangle Rect;

int area;

Rect.setWidth(5);

Rect.setHeight(7);

area = Rect.getArea();

// Print the area of the object.

cout << "Total area: " << Rect.getArea() << endl;

// Print the total cost of painting

cout << "Total paint cost: $" << Rect.getCost(area) << endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Total area: 35

Total paint cost: $2450

# C++ Overloading (Operator and Function)

C++ allows you to specify more than one definition for a **function** name or an **operator** in the same scope, which is called **function overloading** and **operator overloading** respectively.

An overloaded declaration is a declaration that is declared with the same name as a previously declared declaration in the same scope, except that both declarations have different arguments and obviously different definition (implementation).

When you call an overloaded **function** or **operator**, the compiler determines the most appropriate definition to use, by comparing the argument types you have used to call the function or operator with the parameter types specified in the definitions. The process of selecting the most appropriate overloaded function or operator is called **overload resolution**.

## Function Overloading in C++

You can have multiple definitions for the same function name in the same scope. The definition of the function must differ from each other by the types and/or the number of arguments in the argument list. You cannot overload function declarations that differ only by return type.

Following is the example where same function **print()** is being used to print different data types −

#include <iostream>

using namespace std;

class printData {

public:

void print(int i) {

cout << "Printing int: " << i << endl;

}

void print(double f) {

cout << "Printing float: " << f << endl;

}

void print(char\* c) {

cout << "Printing character: " << c << endl;

}

};

int main(void) {

printData pd;

// Call print to print integer

pd.print(5);

// Call print to print float

pd.print(500.263);

// Call print to print character

pd.print("Hello C++");

return 0;

}

When the above code is compiled and executed, it produces the following result −

Printing int: 5

Printing float: 500.263

Printing character: Hello C++

Polymorphism, in C++, is the ability of objects of different types to provide a unique interface for different implementations of methods. It is usually used in the context of late binding, where the behavior of an object to respond to a call to its method members is determined based on object type at run time. Polymorphism enables redefining methods in derived classes.   
  
Polymorphism forms one of the fundamental concepts of object-oriented programming, along with encapsulation and inheritance.

Method overloading, constructor overloading and operator overloading are considered compile-time (also called static or ad-hoc) polymorphism, or early binding. Method overriding, which involves inheritance and virtual functions, is called runtime (also called dynamic, inclusion, or subtyping) polymorphism, or late binding. In the case of compile-time polymorphism, identification of the overloaded method to be executed is carried out at compile time. However, in runtime polymorphism, the type of the object from which the overridden method will be called is identified at run time.  
  
In C#, polymorphism is implemented through inheritance and the use of the keyword "virtual". Derived classes inherit the base class members, except constructors, based on their accessibility levels. Hence, the compiler generates the code to check and identify the correct object type (that is pointed to by the reference type) at runtime and the appropriate method to be called.   
  
An example of polymorphism is an employee base class, which includes all the basic details about employees. Classes such as clerk and manager could inherit from the employee base class with specific implementations (by overriding virtual methods) wherever necessary in the derived classes.

## Operators Overloading in C++

You can redefine or overload most of the built-in operators available in C++. Thus, a programmer can use operators with user-defined types as well.

Overloaded operators are functions with special names the keyword operator followed by the symbol for the operator being defined. Like any other function, an overloaded operator has a return type and a parameter list.

Box operator+(const Box&);

declares the addition operator that can be used to **add** two Box objects and returns final Box object. Most overloaded operators may be defined as ordinary non-member functions or as class member functions. In case we define above function as non-member function of a class then we would have to pass two arguments for each operand as follows −

Box operator+(const Box&, const Box&);

Following is the example to show the concept of operator over loading using a member function. Here an object is passed as an argument whose properties will be accessed using this object, the object which will call this operator can be accessed using **this** operator as explained below −

#include <iostream>

using namespace std;

class Box {

public:

double getVolume(void) {

return length \* breadth \* height;

}

void setLength( double len ) {

length = len;

}

void setBreadth( double bre ) {

breadth = bre;

}

void setHeight( double hei ) {

height = hei;

}

// Overload + operator to add two Box objects.

Box operator+(const Box& b) {

Box box;

box.length = this->length + b.length;

box.breadth = this->breadth + b.breadth;

box.height = this->height + b.height;

return box;

}

private:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

};

// Main function for the program

int main() {

Box Box1; // Declare Box1 of type Box

Box Box2; // Declare Box2 of type Box

Box Box3; // Declare Box3 of type Box

double volume = 0.0; // Store the volume of a box here

// box 1 specification

Box1.setLength(6.0);

Box1.setBreadth(7.0);

Box1.setHeight(5.0);

// box 2 specification

Box2.setLength(12.0);

Box2.setBreadth(13.0);

Box2.setHeight(10.0);

// volume of box 1

volume = Box1.getVolume();

cout << "Volume of Box1 : " << volume <<endl;

// volume of box 2

volume = Box2.getVolume();

cout << "Volume of Box2 : " << volume <<endl;

// Add two object as follows:

Box3 = Box1 + Box2;

// volume of box 3

volume = Box3.getVolume();

cout << "Volume of Box3 : " << volume <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Volume of Box1 : 210

Volume of Box2 : 1560

Volume of Box3 : 5400

## Overloadable/Non-overloadableOperators

Following is the list of operators which can be overloaded −

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| + | - | \* | / | % | ^ |
| & | | | ~ | ! | , | = |
| < | > | <= | >= | ++ | -- |
| << | >> | == | != | && | || |
| += | -= | /= | %= | ^= | &= |
| |= | \*= | <<= | >>= | [] | () |
| -> | ->\* | new | new [] | Delete | delete [] |

# Polymorphism in C++

The word **polymorphism** means having many forms. Typically, polymorphism occurs when there is a hierarchy of classes and they are related by inheritance.

C++ polymorphism means that a call to a member function will cause a different function to be executed depending on the type of object that invokes the function.

Consider the following example where a base class has been derived by other two classes −

#include <iostream>

using namespace std;

class Shape {

protected:

int width, height;

public:

Shape( int a = 0, int b = 0){

width = a;

height = b;

}

int area() {

cout << "Parent class area :" <<endl;

return 0;

}

};

class Rectangle: public Shape {

public:

Rectangle( int a = 0, int b = 0):Shape(a, b) { }

int area () {

cout << "Rectangle class area :" <<endl;

return (width \* height);

}

};

class Triangle: public Shape {

public:

Triangle( int a = 0, int b = 0):Shape(a, b) { }

int area () {

cout << "Triangle class area :" <<endl;

return (width \* height / 2);

}

};

// Main function for the program

int main() {

Shape \*shape;

Rectangle rec(10,7);

Triangle tri(10,5);

// store the address of Rectangle

shape = &rec;

// call rectangle area.

shape->area();

// store the address of Triangle

shape = &tri;

// call triangle area.

shape->area();

return 0;

}

When the above code is compiled and executed, it produces the following result −

Parent class area :

Parent class area :

The reason for the incorrect output is that the call of the function area() is being set once by the compiler as the version defined in the base class. This is called **static resolution** of the function call, or **static linkage** - the function call is fixed before the program is executed. This is also sometimes called **early binding** because the area() function is set during the compilation of the program.

But now, let's make a slight modification in our program and precede the declaration of area() in the Shape class with the keyword **virtual** so that it looks like this −

class Shape {

protected:

int width, height;

public:

Shape( int a = 0, int b = 0) {

width = a;

height = b;

}

virtual int area() {

cout << "Parent class area :" <<endl;

return 0;

}

};

After this slight modification, when the previous example code is compiled and executed, it produces the following result −

Rectangle class area

Triangle class area

This time, the compiler looks at the contents of the pointer instead of it's type. Hence, since addresses of objects of tri and rec classes are stored in \*shape the respective area() function is called.

As you can see, each of the child classes has a separate implementation for the function area(). This is how **polymorphism** is generally used. You have different classes with a function of the same name, and even the same parameters, but with different implementations.

Virtual Function

A **virtual** function is a function in a base class that is declared using the keyword **virtual**. Defining in a base class a virtual function, with another version in a derived class, signals to the compiler that we don't want static linkage for this function.

What we do want is the selection of the function to be called at any given point in the program to be based on the kind of object for which it is called. This sort of operation is referred to as **dynamic linkage**, or **late binding**.

Pure Virtual Functions

It is possible that you want to include a virtual function in a base class so that it may be redefined in a derived class to suit the objects of that class, but that there is no meaningful definition you could give for the function in the base class.

We can change the virtual function area() in the base class to the following −

class Shape {

protected:

int width, height;

public:

Shape(int a = 0, int b = 0) {

width = a;

height = b;

}

// pure virtual function

virtual int area() = 0;

};

The = 0 tells the compiler that the function has no body and above virtual function will be called **pure virtual function**.

# Data Abstraction in C++

Data abstraction refers to providing only essential information to the outside world and hiding their background details, i.e., to represent the needed information in program without presenting the details.

Data abstraction is a programming (and design) technique that relies on the separation of interface and implementation.

Let's take one real life example of a TV, which you can turn on and off, change the channel, adjust the volume, and add external components such as speakers, VCRs, and DVD players, BUT you do not know its internal details, that is, you do not know how it receives signals over the air or through a cable, how it translates them, and finally displays them on the screen.

Thus, we can say a television clearly separates its internal implementation from its external interface and you can play with its interfaces like the power button, channel changer, and volume control without having zero knowledge of its internals.

In C++, classes provides great level of **data abstraction**. They provide sufficient public methods to the outside world to play with the functionality of the object and to manipulate object data, i.e., state without actually knowing how class has been implemented internally.

For example, your program can make a call to the **sort()** function without knowing what algorithm the function actually uses to sort the given values. In fact, the underlying implementation of the sorting functionality could change between releases of the library, and as long as the interface stays the same, your function call will still work.

In C++, we use **classes** to define our own abstract data types (ADT). You can use the **cout** object of class **ostream** to stream data to standard output like this −

#include <iostream>

using namespace std;

int main() {

cout << "Hello C++" <<endl;

return 0;

}

Here, you don't need to understand how **cout** displays the text on the user's screen. You need to only know the public interface and the underlying implementation of ‘cout’ is free to change.

Access Labels Enforce Abstraction

In C++, we use access labels to define the abstract interface to the class. A class may contain zero or more access labels −

* Members defined with a public label are accessible to all parts of the program. The data-abstraction view of a type is defined by its public members.
* Members defined with a private label are not accessible to code that uses the class. The private sections hide the implementation from code that uses the type.

There are no restrictions on how often an access label may appear. Each access label specifies the access level of the succeeding member definitions. The specified access level remains in effect until the next access label is encountered or the closing right brace of the class body is seen.

Benefits of Data Abstraction

Data abstraction provides two important advantages −

* Class internals are protected from inadvertent user-level errors, which might corrupt the state of the object.
* The class implementation may evolve over time in response to changing requirements or bug reports without requiring change in user-level code.

By defining data members only in the private section of the class, the class author is free to make changes in the data. If the implementation changes, only the class code needs to be examined to see what affect the change may have. If data is public, then any function that directly access the data members of the old representation might be broken.

Data Abstraction Example

Any C++ program where you implement a class with public and private members is an example of data abstraction. Consider the following example −

#include <iostream>

using namespace std;

class Adder {

public:

// constructor

Adder(int i = 0) {

total = i;

}

// interface to outside world

void addNum(int number) {

total += number;

}

// interface to outside world

int getTotal() {

return total;

};

private:

// hidden data from outside world

int total;

};

int main() {

Adder a;

a.addNum(10);

a.addNum(20);

a.addNum(30);

cout << "Total " << a.getTotal() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Total 60

Above class adds numbers together, and returns the sum. The public members - **addNum** and **getTotal** are the interfaces to the outside world and a user needs to know them to use the class. The private member **total** is something that the user doesn't need to know about, but is needed for the class to operate properly.

Designing Strategy

Abstraction separates code into interface and implementation. So while designing your component, you must keep interface independent of the implementation so that if you change underlying implementation then interface would remain intact.

In this case whatever programs are using these interfaces, they would not be impacted and would just need a recompilation with the latest implementation.

# Data Encapsulation in C++

All C++ programs are composed of the following two fundamental elements −

* **Program statements (code)** − This is the part of a program that performs actions and they are called functions.
* **Program data** − The data is the information of the program which gets affected by the program functions.

Encapsulation is an Object Oriented Programming concept that binds together the data and functions that manipulate the data, and that keeps both safe from outside interference and misuse. Data encapsulation led to the important OOP concept of **data hiding**.

**Data encapsulation** is a mechanism of bundling the data, and the functions that use them and **data abstraction** is a mechanism of exposing only the interfaces and hiding the implementation details from the user.

C++ supports the properties of encapsulation and data hiding through the creation of user-defined types, called **classes**. We already have studied that a class can contain **private, protected**and **public** members. By default, all items defined in a class are private. For example −

class Box {

public:

double getVolume(void) {

return length \* breadth \* height;

}

private:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

};

The variables length, breadth, and height are **private**. This means that they can be accessed only by other members of the Box class, and not by any other part of your program. This is one way encapsulation is achieved.

To make parts of a class **public** (i.e., accessible to other parts of your program), you must declare them after the **public** keyword. All variables or functions defined after the public specifier are accessible by all other functions in your program.

Making one class a friend of another exposes the implementation details and reduces encapsulation. The ideal is to keep as many of the details of each class hidden from all other classes as possible.

Data Encapsulation Example

Any C++ program where you implement a class with public and private members is an example of data encapsulation and data abstraction. Consider the following example −

#include <iostream>

using namespace std;

class Adder {

public:

// constructor

Adder(int i = 0) {

total = i;

}

// interface to outside world

void addNum(int number) {

total += number;

}

// interface to outside world

int getTotal() {

return total;

};

private:

// hidden data from outside world

int total;

};

int main() {

Adder a;

a.addNum(10);

a.addNum(20);

a.addNum(30);

cout << "Total " << a.getTotal() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Total 60

Above class adds numbers together, and returns the sum. The public members **addNum** and **getTotal**are the interfaces to the outside world and a user needs to know them to use the class. The private member **total** is something that is hidden from the outside world, but is needed for the class to operate properly.

Designing Strategy

Most of us have learnt to make class members private by default unless we really need to expose them. That's just good **encapsulation**.

This is applied most frequently to data members, but it applies equally to all members, including virtual functions.

**Topic № 15.**

**Constructors and Destructors.**

## Class Constructor

A class **constructor** is a special member function of a class that is executed whenever we create new objects of that class.

A constructor will have exact same name as the class and it does not have any return type at all, not even void. Constructors can be very useful for setting initial values for certain member variables.

Following example explains the concept of constructor −

#include <iostream>

using namespace std;

class Line {

public:

void setLength( double len );

double getLength( void );

Line(); // This is the constructor

private:

double length;

};

// Member functions definitions including constructor

Line::Line(void) {

cout << "Object is being created" << endl;

}

void Line::setLength( double len ) {

length = len;

}

double Line::getLength( void ) {

return length;

}

// Main function for the program

int main() {

Line line;

// set line length

line.setLength(6.0);

cout << "Length of line : " << line.getLength() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Object is being created

Length of line : 6

## Parameterized Constructor

A default constructor does not have any parameter, but if you need, a constructor can have parameters. This helps you to assign initial value to an object at the time of its creation as shown in the following example −

#include <iostream>

using namespace std;

class Line {

public:

void setLength( double len );

double getLength( void );

Line(double len); // This is the constructor

private:

double length;

};

// Member functions definitions including constructor

Line::Line( double len) {

cout << "Object is being created, length = " << len << endl;

length = len;

}

void Line::setLength( double len ) {

length = len;

}

double Line::getLength( void ) {

return length;

}

// Main function for the program

int main() {

Line line(10.0);

// get initially set length.

cout << "Length of line : " << line.getLength() <<endl;

// set line length again

line.setLength(6.0);

cout << "Length of line : " << line.getLength() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Object is being created, length = 10

Length of line : 10

Length of line : 6

## Using Initialization Lists to Initialize Fields

In case of parameterized constructor, you can use following syntax to initialize the fields −

Line::Line( double len): length(len) {

cout << "Object is being created, length = " << len << endl;

}

Above syntax is equal to the following syntax −

Line::Line( double len) {

cout << "Object is being created, length = " << len << endl;

length = len;

}

If for a class C, you have multiple fields X, Y, Z, etc., to be initialized, then use can use same syntax and separate the fields by comma as follows −

C::C( double a, double b, double c): X(a), Y(b), Z(c) {

....

}

## The Class Destructor

A **destructor** is a special member function of a class that is executed whenever an object of it's class goes out of scope or whenever the delete expression is applied to a pointer to the object of that class.

A destructor will have exact same name as the class prefixed with a tilde (~) and it can neither return a value nor can it take any parameters. Destructor can be very useful for releasing resources before coming out of the program like closing files, releasing memories etc.

Following example explains the concept of destructor −

#include <iostream>

using namespace std;

class Line {

public:

void setLength( double len );

double getLength( void );

Line(); // This is the constructor declaration

~Line(); // This is the destructor: declaration

private:

double length;

};

// Member functions definitions including constructor

Line::Line(void) {

cout << "Object is being created" << endl;

}

Line::~Line(void) {

cout << "Object is being deleted" << endl;

}

void Line::setLength( double len ) {

length = len;

}

double Line::getLength( void ) {

return length;

}

// Main function for the program

int main() {

Line line;

// set line length

line.setLength(6.0);

cout << "Length of line : " << line.getLength() <<endl;

return 0;

}

When the above code is compiled and executed, it produces the following result −

Object is being created

Length of line : 6

Object is being deleted